# Informe Técnico del Repositorio AdoptaFácil

## 1. Resumen general del proyecto

**AdoptaFácil** es una plataforma integral para facilitar y promover la adopción responsable de mascotas en Colombia[[1]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L3-L6). El proyecto conecta adoptantes, dueños, refugios y aliados comerciales en un ecosistema digital unificado, combinando funcionalidades de catálogo de mascotas, red social, marketplace de productos para mascotas, sistema de donaciones y más[[2]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L55-L64)[[3]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L86-L94). En esencia, busca simplificar el proceso de adopción y crear comunidad en torno al bienestar animal.

La solución se compone principalmente de **dos subsistemas** interconectados[[4]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L24-L32):

* **Plataforma web principal:** Una aplicación **Laravel 12 (PHP 8.2)** para el backend y **React 18 + TypeScript** para el frontend, integrados mediante Inertia.js para ofrecer una experiencia de SPA (Single Page Application)[[5]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L34-L39). Esta plataforma maneja la lógica de negocio central: gestión de usuarios con roles, publicación de mascotas, seguimiento de solicitudes de adopción, funcionalidades de comunidad (posts, comentarios, “likes”) y un marketplace de productos[[6]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L73)[[7]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L79-L86). Usa MySQL 8 como base de datos principal.
* **Microservicio de IA (faq-service):** Un servicio independiente desarrollado en **Python (FastAPI)** cuya responsabilidad es generar descripciones emotivas de mascotas mediante algoritmos de Inteligencia Artificial[[8]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L40-L48). Emplea modelos de lenguaje (Groq AI Llama 3, Mixtral) y puede integrar proveedores externos como OpenAI o DeepSeek[[9]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L46-L50). Está preparado para ejecutarse en contenedor Docker para aislar este proceso intensivo de la plataforma principal[[10]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L48-L51).

El **stack tecnológico** abarca, por tanto, Laravel/PHP en el backend, React/TypeScript en el frontend, MySQL como base de datos relacional, Inertia.js como puente front-back (renderizado del lado del servidor + SPA) y FastAPI/Python para las tareas de IA. Adicionalmente, se integran servicios externos como la pasarela de pago MercadoPago para gestionar donaciones y pagos en el marketplace, APIs de geolocalización para mapas, y servicios de email transaccional[[11]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L22-L25)[[12]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L178-L185).

La **estructura de carpetas** del repositorio refleja esta división en subsistemas[[13]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L304-L313). A alto nivel:

* laravel12-react/: Contiene la aplicación principal Laravel+React (con subdirectorios app/ para el código PHP Laravel, resources/js/ para el código React, routes/ con definiciones de rutas, database/ para migraciones/seeders, docs/ con documentación técnica, tests/ para pruebas, etc.[[14]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L304-L312)[[15]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L188-L196)).
* faq-service/: Contiene el microservicio de IA en Python (incluye el archivo principal main.py de la aplicación FastAPI, un subdir laravel-integration/ posiblemente con utilidades para integrarse con Laravel, y react-integration/ para componentes o ejemplos de uso desde React)[[16]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L310-L315).

En resumen, AdoptaFácil utiliza una arquitectura híbrida: mayormente una aplicación **monolítica modular** para las funcionalidades core, complementada con un **microservicio especializado** para capacidades de IA. Esta combinación permite aprovechar la rapidez de desarrollo de Laravel para la mayoría de características, a la vez que aísla la lógica de inteligencia artificial en un servicio escalable por separado.

## 2. Arquitectura técnica

**Organización general:** La arquitectura sigue un estilo **MVC modular**. En el backend Laravel, la lógica de negocio se organiza en **controladores**, **modelos** Eloquent y **políticas** de autorización según cada módulo de dominio (Mascotas, Productos, Usuarios, Solicitudes, Comunidad, Donaciones, etc.)[[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40)[[18]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L92-L100). Cada **controlador** gestiona una entidad o proceso (ej. MascotaController maneja operaciones sobre mascotas, SolicitudesController maneja las solicitudes de adopción, etc.), manteniendo responsabilidades bien separadas por contexto[[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40). Los **modelos** representan tablas de la base de datos (ej. Mascota, Usuario, Producto, etc.), y siguen el patrón *Active Record* de Eloquent para simplificar las operaciones ORM. Adicionalmente, se emplean **Form Requests** personalizados para la validación de datos de entrada (app/Http/Requests) y **Policies** (app/Policies) para encapsular reglas de autorización granulada[[19]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L194-L200), lo cual reduce el acoplamiento entre la lógica de controladores y las reglas de negocio/seguridad.

En el frontend, la aplicación React está estructurada en **páginas** y **componentes reutilizables**. Gracias a **Inertia.js**, no se construye una API REST tradicional para la web, sino que las vistas React se renderizan dentro del flujo Laravel con controladores que retornan vistas Inertia. Esto permite intercambiar datos entre backend y frontend sin capas REST intermedias: React actúa casi como la capa de vista de Laravel. El diagrama de stack tecnológico resumido es: *React/TypeScript ↔ Inertia.js ↔ Laravel/PHP ↔ MySQL*[[20]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L9-L16). Este patrón de integración simplifica el desarrollo (se evitan manejar dos proyectos totalmente separados para frontend y backend) a costa de cierto acoplamiento tecnológico (el frontend depende del backend Laravel para su routing y datos). No obstante, la presencia de un archivo routes/api.php sugiere que el proyecto también expone o planea exponer **API REST** independientes para clientes externos (ej. una futura app móvil)[[21]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L210-L218).

**Módulos internos y dependencias:** La plataforma principal abarca varios módulos de funcionalidad que comparten la base de datos pero mantienen relativa independencia lógica:

* *Usuarios:* registro/login (implementado con Laravel Breeze), perfiles y roles (adoptante, dueño, refugio, admin…)[[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71).
* *Mascotas:* publicación de mascotas con fotos, atributos, y generación de descripción vía IA[[23]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L57-L64).
* *Solicitudes de Adopción:* formulario de solicitud, flujo de aprobación, estados y seguimiento en tiempo real[[24]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L72-L78).
* *Comunidad:* sistema tipo red social con publicaciones, comentarios y “likes” para interactuar y compartir historias[[25]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L79-L85).
* *Marketplace:* catálogo de productos para mascotas ofrecidos por aliados, con gestión de inventario y contactos de compradores[[3]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L86-L94).
* *Donaciones:* módulo para que usuarios realicen donaciones a refugios o a la plataforma, integrando pasarela de pago (MercadoPago)[[26]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L100-L106).
* *Dashboard/Analytics:* panel administrativo con métricas y estadísticas clave de adopciones, usuarios activos, etc.[[27]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L93-L101).

Estos componentes están **integrados en el mismo aplicativo Laravel** y comparten modelos comunes (por ejemplo, el modelo User es central a varios módulos). El grado de acoplamiento dentro del monolito se controla aplicando buenas prácticas de Laravel: cada módulo tiene sus propios controladores, vistas y modelos; se evita la lógica duplicada reutilizando componentes (por ejemplo, un componente de interfaz para mostrar listas paginadas se puede usar en catálogo de mascotas, de productos, etc.). Existe algo de **acoplamiento a nivel de datos** ya que todos los módulos usan la misma base de datos; por ejemplo, el módulo de Solicitudes se relaciona con Mascotas y Usuarios (una solicitud referencia una mascota y un adoptante). Estas relaciones se manejan vía claves foráneas en la BD y propiedades Eloquent (e.g., Mascota tiene muchas Solicitudes)[[28]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L134-L142). Esto significa que los módulos no son completamente independientes a nivel de datos, pero sí están bien separados en cuanto a responsabilidades de negocio.

**Microservicio de IA:** El componente **faq-service** es un microservicio autónomo que expone una API (REST) para generar descripciones de mascotas mediante IA. La comunicación entre la plataforma Laravel y este servicio probablemente se realiza via HTTP (por ejemplo, una llamada desde Laravel al endpoint FastAPI enviando los datos de la mascota nueva, y recibiendo la descripción generada). Este diseño **desacopla la carga de trabajo de IA** del flujo principal: si la generación de descripciones es costosa o lenta, no bloquea el servidor web principal. Además, permite escalar esa funcionalidad por separado (ej. desplegar múltiples instancias del servicio de IA en contenedor si aumenta la demanda). El microservicio no comparte la base de datos Laravel; cualquier dato necesario (por ejemplo, el nombre, raza, características de la mascota para generar la descripción) se envía en la solicitud. Esto reduce el acoplamiento entre el microservicio y el monolito: la integración es *loose coupling* mediante una interfaz bien definida (una API REST interna). Asegurar esta comunicación implica definir contratos claros (p. ej., formato JSON de entrada/salida) y manejar la tolerancia a fallos (qué sucede si el servicio de IA no responde).

**Patrones arquitectónicos y diseño:** En resumen, la arquitectura aplica varios patrones: - *Modelo-Vista-Controlador (MVC):* provisto por Laravel para la lógica del negocio y presentación. - *Inertia (Patrón Integación Cliente-Servidor):* elimina la necesidad de una REST API para el frontend web, actuando como un **patrón de Mediador** entre React y Laravel[[20]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L9-L16). - *Microservicio aislado:* para IA, siguiendo el principio de *Separación de Responsabilidades*, manteniendo esa capacidad fuera del monolito. - *Active Record:* con Eloquent ORM para el acceso a datos; cada modelo contiene comportamientos relacionados a su tabla. - *Autenticación y Autorización:* uso de Laravel Breeze (implementa patrón *Identity/User Management* estándar) y Policies (implementando el patrón *Policy* para autorización granular). - *Inyección de dependencias:* Laravel por diseño inyecta servicios (e.g., servicios de correo, cache) vía providers, siguiendo principios SOLID para mantener bajo acoplamiento. - *Modularidad interna:* aunque no es un microservicio por módulo, la organización en controladores y modelos por dominio le da una estructura modular. Esto está señalado como objetivo de escalabilidad (“arquitectura modular”) en la documentación[[29]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L153-L159).

En términos de **dependencias externas** notables: - Uso del SDK de **MercadoPago** para pagos/donaciones[[11]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L22-L25). - Integración de algún servicio de mapas (Google Maps u otro) para funcionalidades de geolocalización[[30]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L23-L26). - Servicios de correo electrónico (posiblemente via Laravel Mail o un servicio tipo Mailgun/SES, no detallado en el repo). - Librerías de frontend: Tailwind CSS para estilos (utilizando utilidades CSS y facilitando diseño responsive)[[31]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L170-L176), Lucide Icons (observado en el código React), etc. - En el microservicio Python, dependencias de IA (bibliotecas de modelos de lenguaje, clientes de OpenAI API, etc., según se deduce de la descripción técnica).

**Acoplamiento y cohesión:** La cohesión dentro de cada módulo es alta (cada módulo se enfoca en su función específica, p. ej. el módulo de Mascotas maneja todo lo de mascotas). El acoplamiento entre módulos es moderado: comparten usuarios y a veces interaccionan (una adopción involucra a módulo Mascotas y módulo Usuarios), pero Laravel facilita estas referencias cruzadas de manera controlada (relaciones Eloquent y eventos). La arquitectura actual puede describirse como un **monolito modular**: no son microservicios separados, pero sí componentes bien estructurados. Esto es apropiado en esta fase, dado que simplifica la gestión de transacciones y datos coherentes (una sola base de datos significa consistencia fuerte en operaciones multi-modulo).

El plan a futuro (según el roadmap) es evolucionar hacia una **arquitectura de microservicios más completa** (versión 2.0) separando más módulos en servicios independientes[[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191). En la etapa actual (v1.0), se priorizó una arquitectura monolítica modular complementada con el microservicio de IA específico, lo cual ofrece un equilibrio entre simplicidad y escalabilidad localizada donde más se necesita (la generación de textos con IA).

## 3. Calidad del código

La calidad del código en AdoptaFácil aparenta ser **alta**, siguiendo estándares de la industria y buenas prácticas de clean code:

* **Organización y mantenibilidad:** El código está bien estructurado en capas y carpetas lógicas. Los nombres de clases y archivos son descriptivos y consistentes con el dominio del problema (por ejemplo, MascotaController, ProductController, DonacionesController hablan por sí solos de su responsabilidad[[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40)). Los modelos, controladores, requests y policies se ubican en carpetas dedicadas dentro de app/Http/ o app/Models/ etc., facilitando localizar la funcionalidad fácilmente[[33]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L190-L199). Esta clara separación de conceptos aumenta la cohesión y hace el código más legible y mantenible.
* **Convenciones de codificación:** Se adoptan estándares formales: el proyecto sigue PSR-12 para código PHP, y en el frontend utiliza ESLint y Prettier para mantener un estilo consistente en TypeScript/React[[34]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L316). Adicionalmente, se integra PHPStan (nivel 8) para análisis estático riguroso del código PHP[[35]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L315). Estas herramientas aseguran un código uniforme, detectan posibles errores o malas prácticas de forma temprana, y mejoran la calidad general. Los nombres de variables y métodos (tanto en backend como frontend) parecen significativos y en **idioma español** alineados al dominio, lo cual mejora la comprensión para desarrolladores hispanohablantes. (*Nota:* mantener un solo idioma para los identificadores es positivo; aquí se eligió español para conceptos de dominio, lo cual está bien dada la audiencia local del proyecto, aunque podría considerarse traducir a inglés si se buscaran contribuciones internacionales en el futuro).
* **Documentación interna:** Existe documentación técnica extensa en el repositorio (archivos Markdown en laravel12-react/docs/ detallando cada módulo)[[36]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L214-L222). Esto indica que el equipo ha documentado las responsabilidades de cada componente, endpoints, etc., lo cual es señal de un código pensado para ser entendido y mantenido por otros. Además, se listan los controladores, vistas y modelos con descripciones[[37]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L41)[[18]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L92-L100), lo que sugiere que el código mismo probablemente incluye comentarios o al menos es autoexplicativo siguiendo esas descripciones. Los commits siguen la convención *Conventional Commits* (por ejemplo, prefijos feat:, fix:, docs: en los mensajes)[[38]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L383-L391), lo que ayuda a rastrear el historial de cambios de forma clara y semántica.
* **Modularidad y reutilización:** No se evidencian duplicaciones significativas en la descripción del proyecto. Al contrario, hay indicios de reutilización inteligente: por ejemplo, se definen modelos de soporte genéricos para manejar casos de uso repetidos (como MascotaImage y ProductImage para imágenes múltiples relacionadas a mascotas y productos, respectivamente)[[39]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L103-L111), evitando repetir lógica de manejo de imágenes. Es cierto que optaron por tablas separadas para imágenes de mascotas vs. productos en lugar de una tabla polimórfica única; sin embargo, esto mantiene cierta separación de contexto que puede facilitar futuros cambios independientes en cada módulo. Si bien esto duplica ligeramente estructura, es un compromiso aceptable dado que las entidades son de naturaleza distinta. En general, las funcionalidades comunes (e.g. favoritos de usuarios) están centralizadas en modelos únicos (Favorito) en lugar de replicarse por módulo[[40]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L105-L111). También se menciona el uso de componentes UI reutilizables en React y layouts comunes[[41]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L204-L212), lo cual evidencia la aplicación del principio DRY (Don't Repeat Yourself) en la capa de presentación.
* **Pruebas automáticas:** La presencia de una suite de tests es un excelente indicador de calidad. El proyecto incluye tests unitarios y funcionales bajo laravel12-react/tests/ con subcarpetas para pruebas *Feature* y *Unit*[[42]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L222-L226). La documentación menciona una **estrategia de testing** que abarca pruebas unitarias (para modelos y lógica individual), pruebas de características (para flujos completos de usuario), pruebas de integración (entre módulos) e incluso tests de navegador con Laravel Dusk para la interfaz[[43]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L289-L297). Esto sugiere una cobertura amplia de pruebas, lo cual mejora la confiabilidad del código y permite refactorizaciones con confianza. Comandos como php artisan test --coverage indican que se mide la cobertura de tests[[44]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L298-L305), otro aspecto positivo. **Mantenibilidad**: con tests en marcha, cualquier cambio futuro en el código podrá ser validado rápidamente, reduciendo la probabilidad de introducir regresiones.
* **Clean Code y legibilidad:** A juzgar por fragmentos de código observados (por ejemplo, el componente React de Login), el código es limpio y legible. En el ejemplo de login.tsx, se ve un manejo claro del formulario usando hooks de Inertia, nombres descriptivos (ej. canResetPassword, submit para el manejador de envío) y JSX bien organizado[[45]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L24-L33)[[46]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L38-L47). El estilo de código muestra preocupaciones de UX (mensajes de error claros, botón deshabilitado durante procesamiento, etc.) sin logic business innecesaria en la vista. Esto indica una buena separación de responsabilidades entre frontend y backend. Asimismo, se aprecia consistencia en el formato (gracias a Prettier/ESLint) y comentarios contextuales donde se necesitan (ej. un comentario {/\* Contenedor principal \*/} en JSX para dividir secciones[[47]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L38-L45)). Todo ello habla de un código pensado para ser entendido por otros desarrolladores.

En general, el proyecto demuestra **excelentes prácticas de ingeniería de software**: convención de código, documentación abundante, pruebas, y una arquitectura coherente. Como mejora continua en calidad de código se podría recomendar: - Mantener vigilado el tamaño de los *controladores*. Si alguno empieza a crecer demasiado por manejar lógica compleja, considerar refactorizar moviendo lógica a servicios o *actions* independientes para mantener el controlador enfocado (p.ej. una clase de servicio para gestionar el proceso completo de adopción, invocada desde el controlador). - Seguir aplicando principios SOLID: por ejemplo, si en el futuro se integran más proveedores de IA, usar una abstracción (interface/strategy pattern) para no acoplar el código a un solo proveedor. - Continuar con la actualización de librerías y frameworks para aprovechar mejoras de seguridad y calidad (p.ej. migrar a futuras versiones de Laravel manteniendo compatibilidad PSR). - Revisar si todo el código mantiene el mismo idioma. Actualmente está mayormente en español, lo cual es perfectamente válido; sin embargo, asegurar que no haya mezcla con nombres en inglés que pueda causar incoherencias. Un código con nomenclatura consistente reduce la carga cognitiva.

En síntesis, desde la perspectiva de clean code, AdoptaFácil está bien encaminado: **alta legibilidad, baja deuda técnica y un enfoque en mantenibilidad a largo plazo**.

## 4. Infraestructura y DevOps

La infraestructura del proyecto y sus prácticas DevOps parecen haber sido consideradas desde etapas tempranas, proporcionando soporte para desarrollo local, integración continua y despliegue.

* **Contenedorización y entornos de desarrollo:** La documentación indica que el proyecto soporta entornos de desarrollo con Docker y/o Vagrant[[48]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L322-L326). Es decir, los desarrolladores pueden levantar la aplicación localmente usando contenedores Docker (posiblemente un docker-compose.yml que orquesta la base de datos MySQL, la aplicación Laravel y el servicio de IA FastAPI) o usando Vagrant (quizá con Laravel Homestead). Esto es importante para asegurar que todos los integrantes del equipo trabajan en entornos consistentes. El microservicio de IA está diseñado para correr en Docker de forma aislada[[10]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L48-L51), lo que sugiere la existencia de un **Dockerfile** específico para ese servicio (por ejemplo, basado en una imagen Python 3.8 con instalación de dependencias desde requirements.txt). Para la parte Laravel, puede existir también un Dockerfile (posiblemente con PHP-FPM 8.2, Nginx y Node para compilar los assets). Aunque no vimos el contenido de estos archivos directamente, la mención explícita de Docker nos indica que la aplicación es **portable** a diferentes entornos, un principio fundamental de la metodología 12-Factor App.
* **Configuración por entorno:** Se siguen buenas prácticas de configuración: hay un archivo de ejemplo .env.example y se instruye a configurar variables de entorno (.env) para ambos subproyectos[[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278). Este enfoque asegura que datos sensibles o específicos del entorno (credenciales de BD, claves API, etc.) no estén hardcodeados en el repositorio, sino que se inyecten según el despliegue. Por ejemplo, el .env maneja la configuración de base de datos, disco de almacenamiento, y límites como número máximo de imágenes por mascota o producto[[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278). Esto es esencial para no exponer secretos y para poder tener diferentes configuraciones en desarrollo, pruebas, producción, etc. La documentación menciona explícitamente variables para la base de datos, storage y ciertos parámetros, lo que demuestra conciencia de seguridad y flexibilidad. Además, se detallan **tres ambientes**: Desarrollo (local), Staging (pruebas integrales) y Producción, cada uno con sus consideraciones[[50]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L322-L329). Esta separación sugiere que se pueden tener pipelines de CI/CD desplegando a un entorno staging antes de producción, y que en producción se aplican configuraciones adicionales (como forzar SSL, dominios reales, etc.).
* **Integración Continua (CI):** El repositorio incluye pipelines de GitHub Actions (.github/workflows/) para automatizar calidad y despliegue[[51]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L330-L338). Se listan al menos tres flujos:
* lint.yml: verificar formateo y estilo de código automáticamente. Probablemente ejecuta PHP CS Fixer o PHP CodeSniffer para PSR-12, ESLint/Prettier para el frontend, etc., asegurando que ningún commit introduzca codificación fuera de estándar.
* tests.yml: ejecución de la suite de tests en cada push o pull request. Esto garantiza que las pruebas unitarias/funcionales se corran en CI y que no se rompa nada con los cambios[[51]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L330-L338). Muy posiblemente incluye generar la base de datos de prueba, correr migraciones, ejecutar php artisan test y quizás correr npm run build && npm test si hubiera tests de frontend.
* deploy.yml: pipeline de despliegue automático. Si está configurado, este workflow se activaría en merges a la rama principal o tags de versión, y podría conectarse con algún servicio de despliegue. Por ejemplo, podría hacer push de imágenes Docker a un registry y luego desplegar a un servidor (usando SSH, Terraform, Elastic Beanstalk, etc., según la estrategia elegida). Aunque no tenemos el detalle, el simple hecho de tener un flujo de *deploy* indica que se busca un **despliegue continuo** (CD), reduciendo pasos manuales.

La existencia de estos pipelines demuestra madurez en DevOps: cada cambio de código es validado automáticamente (lint + tests) y potencialmente desplegado si pasa los checks, lo que acelera la entrega de nuevas funcionalidades con confianza.

* **Despliegue en producción:** La documentación técnica ofrece algunas *consideraciones de producción*[[52]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L337-L343) que revelan buenas prácticas planeadas:
* Uso de **cache Redis** para mejorar performance (posiblemente caching de sesiones, datos frecuentes, etc.).
* Uso de una **CDN para contenidos estáticos** (imágenes de mascotas y productos) para reducir la carga del servidor y servir contenido de manera más rápida globalmente[[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343).
* Seguridad: forzar **SSL**, configurar encabezados de seguridad apropiados (Content Security Policy, HSTS, etc.) y aplicar **limitación de tasa (rate limiting)** a las APIs para prevenir abusos[[54]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L342).
* **Monitoreo**: mención de logs centralizados y métricas de aplicación[[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343). Esto sugiere que en prod se planea usar herramientas de monitoreo (tal vez servicios como New Relic, Sentry para error tracking, o el stack ELK para logs) y recopilar métricas clave (posiblemente integrando con el dashboard analítico).
* **Backups**: la nota menciona respaldos de base de datos y archivos de usuario[[55]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L340-L343), crucial para recuperación ante desastres.

Todo lo anterior indica que la aplicación está pensada para **operar de forma robusta en producción**, con mecanismos de rendimiento y seguridad propios de entornos profesionales.

* **Tests automatizados y QA:** Ya mencionamos la suite de pruebas. En un contexto DevOps, es importante que estas pruebas se integren en los pipelines (lo cual sucede). Adicionalmente, la documentación hace referencia a pruebas de navegador con Laravel Dusk[[56]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L291-L295), lo cual, de estar implementado, permitiría pruebas end-to-end automatizadas (UI testing). Incluir Dusk en CI puede ser un poco más complejo (necesita un entorno de navegador), pero es factible. También se ofrecen comandos para correr tests filtrando por módulo, lo que es útil en integración continua para focalizar pruebas en componentes afectados[[57]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L300-L306).
* **Dockerización del microservicio:** Dado que la IA está containerizada, es probable que la puesta en producción del microservicio consista en construir su imagen Docker y desplegarla en algún contenedor (Docker host, Kubernetes, etc.). Esto facilita escalarlo y aislar dependencias de Python. Para la aplicación Laravel, si bien no es obligatorio usar contenedor (puede desplegarse en una VM tradicional con PHP y MySQL instalados), tener Docker posibilita usar orquestadores modernos. Quizás un siguiente paso DevOps sería contenerizar también la app Laravel+MySQL para, por ejemplo, desplegar todo en Kubernetes o docker-compose en un servidor.
* **Control de versiones y despliegues:** El proyecto está versionado (v1.0.0 actual, mencionado en la doc)[[58]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L169-L177)[[59]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L355-L362). Esto, combinado con la rama principal y los pipelines, sugiere que se lleva un control ordenado de releases. Es importante verificar si utilizan *tags* de Git para versiones y si el pipeline de deploy se dispara en tags, lo cual sería ideal. No se menciona explícitamente, pero dado que hablan de roadmap con versiones 1.1.0, 1.2.0, etc., es de suponer que planean mantener un versionado semántico.

En general, las prácticas de **Infraestructura como código** y DevOps en AdoptaFácil son sólidas. Para reforzarlas, se podrían considerar estas recomendaciones: - **Documento de despliegue:** Incluir en la documentación detalles específicos de cómo desplegar en producción (por ejemplo, instrucciones para Docker Compose, comandos de Forge/Envoy, etc.). Aunque los pipelines automatizan mucho, siempre es bueno documentar el proceso manual de ser necesario. - **Seguridad en CI/CD:** Asegurar que en los pipelines no se expongan secretos (usar Github Secrets para claves de producción, tokens de deploy, etc.). Dado que se nota preocupación por ello, es probable que ya lo hagan. - **Testing en entorno Docker CI:** Si usan Docker en dev, integrar pruebas en contenedores similares en CI (p.ej., levantar un servicio MySQL en GitHub Actions para correr tests). - **Automatización de actualización de dependencias:** Implementar Dependabot u otra herramienta para recibir alertas de actualización de paquetes de PHP/Node, y posiblemente integrarla al pipeline para detectar vulnerabilidades en dependencias automáticamente.

En resumen, el proyecto demuestra un **pipeline de CI/CD bien pensado** y preparativos para un **despliegue escalable y seguro**. Estas bases de DevOps permitirán escalar el sistema con confianza a medida que crezcan los usuarios y funcionalidades.

## 5. Seguridad

La seguridad se ha tratado como una prioridad en AdoptaFácil, incorporando múltiples medidas a distintos niveles:

* **Validación de entradas:** Todos los formularios y datos ingresados por usuarios pasan por validaciones exhaustivas tanto del lado cliente como en el servidor[[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161). El uso de *Form Requests* en Laravel garantiza que, por ejemplo, los campos requeridos, formatos de email, tamaños de archivo, etc., sean verificados en cada petición antes de procesar la lógica de negocio. Esto previene muchos errores y ataques básicos (p. ej., evitar campos faltantes o malformateados, reducir riesgo de inyección SQL a través de validación de tipos y uso de Eloquent parametrizado).
* **Protecciones proporcionadas por el framework:** Laravel de por sí provee seguridad robusta out-of-the-box, y el proyecto se beneficia de ello:
* Protección **CSRF** automática en formularios y peticiones Web[[61]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L156-L159), impidiendo ataques de solicitud falsa intersitio.
* **Hashing de contraseñas** seguro utilizando Bcrypt/Argon2 (Laravel en su sistema de usuarios encripta contraseñas por defecto)[[62]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L158-L161).
* **Sanitización/escape** de output: Blade (y en este caso React renderizado vía Inertia) escapan contenido por defecto, mitigando riesgos XSS en vistas estándar. Además, la doc menciona "Sanitización de datos de entrada"[[61]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L156-L159), lo que sugiere que se aplican filtros o escapes a campos como descripciones, comentarios, etc. para evitar inyección de scripts.
* **Autorización granular:** mediante Policies y middleware de permisos, se asegura que los usuarios solo puedan acceder a lo que les corresponde (ej. un refugio puede editar sus mascotas pero no las de otros, etc.)[[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161). Se han definido roles y se verifica el email de registro obligatoriamente antes de ciertas acciones[[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71), lo cual evita cuentas falsas operando sin control.
* **Evitar SQL Injection:** Laravel Eloquent previene inyección al usar consultas preparadas internamente. Mientras las consultas no utilicen concatenación manual de strings SQL, están seguras. No hay indicios de que se hagan consultas SQL sin ORM, así que este vector estaría cubierto.
* **Gestión de secretos:** Como se mencionó, el proyecto usa archivos de entorno para configuraciones sensibles (claves de BD, API keys, etc.), y **no** las mantiene en el repositorio[[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278). Esto sigue las mejores prácticas (12-Factor App) de no comprometer secretos en control de versiones. Se debe verificar periódicamente que ningún secret se haya filtrado por accidente en algún commit. Herramientas como git-secrets o Gitleaks pueden ayudar a monitorizarlo. Hasta donde vimos, no hay tokens ni passwords expuestos públicamente, lo cual es correcto.
* **Dependencias y paquetes:** Un aspecto importante es asegurarse de que las bibliotecas de terceros no introduzcan vulnerabilidades:
* Se utiliza el SDK de MercadoPago; es vital mantenerlo actualizado ya que versiones antiguas podrían tener fallos. Nota: la comunidad ha señalado que cierto paquete mercadopago/sdk en PHP quedó obsoleto y reemplazado por otro (mercadopago/sdk-php)[[63]](https://packagist.org/packages/mercadopago/sdk#:~:text=mercadopago%2Fsdk%20,abandoned%20and%20no%20longer%20maintained). Conviene confirmar cuál se está usando y, de ser el deprecated, migrar al mantenido para no quedar expuestos a vulnerabilidades no parchadas.
* Otras dependencias de composer/npm deben mantenerse al día. La integración de herramientas de análisis (PHPStan, etc.) y las pruebas reduce el riesgo de introducir libs maliciosas. Aun así, incorporar un escaneo de vulnerabilidades (por ejemplo composer audit y npm audit) en el proceso CI sería recomendable para detectar si alguna versión usada tiene CVEs conocidos.
* Laravel 12 en sí traerá parches de seguridad en el tiempo; planificar actualizaciones a versiones menores es crucial. Dado que la versión actual es la más reciente (8.2/PHP, Laravel 12), se parte de un estado seguro.
* **Configuración segura del servidor:** Algunas de estas medidas están en la doc de producción:
* **SSL y cifrado de transporte:** se recalca que en producción debe usarse HTTPS obligatorio[[54]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L342). Esto protege datos de usuarios (credenciales, info personal) en tránsito, especialmente importante al haber autenticación y posiblemente datos sensibles en solicitudes de adopción.
* **Headers de seguridad:** configurar CSP (Content Security Policy), HSTS, X-Content-Type-Options, etc., para mitigar ataques XSS, clickjacking, etc. Son ajustes de servidor/web config que no se detallan en el código, pero su mención muestra que están en la checklist de despliegue.
* **Hardening de servidores:** No detallado, pero presumible: usar versiones actualizadas de PHP y librerías, deshabilitar listado de directorios, asegurarse que la carpeta /storage de Laravel no sea accesible públicamente (Laravel por defecto almacena fuera de public los archivos sensibles, asumiendo configuración adecuada).
* **Seguridad en la base de datos:** Debe haber un usuario de base de datos con privilegios mínimos (no usar root en prod), restricciones de firewall para que la DB no sea accesible externamente, etc. Esto no está en el repo (es cuestión de infraestructura), pero vale mencionarlo para futuros despliegues.
* **Autenticación y sesiones:** Laravel Breeze aporta una base robusta incluyendo protección contra ataques comunes (brute force, etc.). Se podría considerar implementar:
* Políticas de contraseña fuertes (mínimo 8+ caracteres, etc.) – no sabemos si se aplican, pero Laravel default es 8 caracteres min.
* 2FA/MFA para cuentas privilegiadas (admin) como mejora futura.
* Captcha en formularios críticos (registro, login) para evitar bots – no mencionado, podría añadirse si se observan ataques automatizados.
* **Seguridad del microservicio de IA:** Un área a revisar es cómo se asegura la comunicación entre Laravel y el servicio FastAPI. Idealmente, este microservicio no debería estar abierto al mundo sin control. Posibles implementaciones:
* Restringir su acceso a solo la red interna o docker network, inaccesible externamente.
* Requerir un token o clave API en las solicitudes que Laravel le hace, para evitar que terceros abusen de ese endpoint.
* Dado que el microservicio puede llamar a APIs externas (OpenAI, etc.), asegurar que esas claves API también estén protegidas en variables de entorno del microservicio y no loguearlas accidentalmente. Además, manejar límites y tiempo de espera en esas llamadas para no saturar recursos.
* **Logs y monitoreo de seguridad:** La aplicación define logs específicos, incluso un security.log para registrar intentos de acceso y eventos de seguridad[[64]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L364-L370). Esto es muy bueno: significa que se auditan acciones como intentos fallidos de login, accesos no autorizados, etc. Tener estos registros y revisarlos puede ayudar a detectar intentos de intrusión o mal uso. Igualmente, implementar alertas (p.ej. enviar correo/Slack si hay más de X intentos fallidos, etc.) sería un paso proactivo de seguridad.

En general, AdoptaFácil **cumple con las buenas prácticas de seguridad web**: - No expone datos sensibles en el código público[[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278). - Aplica principios de mínimo privilegio y defensa en profundidad (validaciones, sanitización, auth robusta)[[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161). - Utiliza frameworks confiables que se encargan de detalles complejos de seguridad (Laravel, React) y los configura adecuadamente.

**Riesgos y recomendaciones adicionales:** - Continuar con **pentesting y análisis de vulnerabilidades** periódicos. Por ejemplo, usar herramientas como OWASP ZAP en el ambiente de staging, o invitar a terceros a hacer code review de seguridad. - Asegurar la **seguridad en la capa de aplicación móvil/API** cuando se implemente: usar OAuth2 o JWT (Laravel Sanctum/Passport) para proteger endpoints móviles, y considerar CORS adecuadamente. - **Protección contra DoS:** La plataforma podría ser susceptible a muchos accesos (especialmente la parte pública de catálogo). Implementar limitadores de tasa (Laravel tiene middleware Throttle) para APIs públicas y quizá caching de páginas para anónimos puede mitigar inundaciones de requests. El doc de prod ya menciona rate limiting[[54]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L342), así que se deberá concretar eso. - **Seguridad física de datos:** Si se almacenan imágenes de mascotas y datos, verificar cumplimiento de cualquier normativa local (p.ej. Ley de Habeas Data en Colombia, protección de datos personales de usuarios adoptantes). Por ejemplo, cifrado de ciertos datos sensibles en DB si hubiera (aunque en adopción tal vez no haya datos altamente sensibles). - **Claves de terceros:** Rotar periódicamente las claves API (MercadoPago, etc.) y restringir sus permisos desde los paneles proveedores. E.g., la clave de MercadoPago debería tener scope limitado al uso necesario.

En conclusión, desde la perspectiva de seguridad, el proyecto muestra **un buen nivel de madurez**. No se detectaron secretos expuestos ni configuraciones obviamente inseguras en el repo, y se han implementado controles clave. La recomendación es mantener este foco, actualizando dependencias, realizando pruebas de penetración y refinando políticas de seguridad a medida que la base de usuarios crezca.

## 6. Rendimiento y escalabilidad

AdoptaFácil ha incorporado ya varias optimizaciones de rendimiento y está construido con la escalabilidad en mente. Analicemos los puntos clave y posibles cuellos de botella:

**Optimización actual de rendimiento:** - *Carga de imágenes diferida (Lazy loading):* Las imágenes de mascotas y productos se cargan de forma diferida, lo que mejora significativamente el tiempo de carga percibido en las páginas pesadas de catálogos[[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169). Esto evita descargar todas las fotos de golpe, reduciendo el consumo de ancho de banda y acelerando la interacción inicial del usuario. - *Paginación en listados:* Los listados de mascotas, productos, etc., están paginados[[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169), limitando la cantidad de datos procesados y enviados en cada request. Esto previene cargas excesivas en consultas a la base de datos y en renderizado en el frontend. - *Consultas eficientes:* Se menciona la "optimización de consultas con Eloquent"[[66]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L168). Es de esperar que se utilicen **eager loading** de relaciones (para evitar el problema N+1), índices en columnas usadas para filtros (ej. índice en mascotas.especie o edad si son filtrables), y quizás scopes o repositorios para centralizar consultas frecuentes. No disponemos del código, pero dado que se destaca este punto, asumimos que se han revisado las consultas costosas. - *Cacheo de información frecuente:* Se cachean estadísticas y métricas consultadas regularmente[[66]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L168). Por ejemplo, el número de adopciones, conteo de usuarios activos, etc., en el dashboard podría almacenarse en cache (Redis o filesystem) para no recalcular en cada carga. Esto alivia la presión sobre la BD para operaciones de agregación. - *Compresión de imágenes:* Se indica que las imágenes se comprimen automáticamente[[67]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L169). Puede ser que se apliquen mecanismos al subir imágenes (redimensionar o comprimir JPEGs) o utilizando herramientas como Intervention Image en Laravel. Esto reduce almacenamiento y mejora la entrega de recursos estáticos. - *CDN para estáticos (en plan de prod):* Con el uso de CDN propuesto[[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343), las imágenes y assets podrían servirse desde ubicaciones geográficamente óptimas, descargando esa tarea del servidor principal. - *Frontend optimizado:* Al usar React con build optimizado (tree shaking, código minificado) y Tailwind (que purga CSS no usado), el bundle de frontend en producción será más liviano, mejorando tiempos de carga.

**Escalabilidad horizontal/vertical:** - La arquitectura principal (Laravel + MySQL) sigue un modelo tradicional pero escalable: la aplicación Laravel es **sin estado** (stateless) en cuanto a servidor web, lo que significa que puede escalarse horizontalmente fácilmente. Si la carga de usuarios crece, se pueden añadir más instancias de la aplicación en varios servidores o contenedores, detrás de un balanceador de carga. Dado que las sesiones de usuario se pueden manejar vía cookies en Laravel (stateless JWT para API móvil, o sesión con cache centralizada), no hay impedimento para escalar web servers. - El cuello de botella principal suele ser la base de datos. MySQL 8 es bastante potente; para escalar verticalmente se puede aumentar recursos del servidor de BD (CPU, RAM, discos SSD rápidos). A cierto punto, se podría escalar horizontalmente la BD con réplicas para lectura (**read replicas**) manteniendo la escritura en master. Esto requiere modificar la config de Laravel para usar conexiones replicadas. Es una estrategia a mediano plazo cuando las lecturas (ej. consultas de catálogo, búsquedas) sean intensivas. Afortunadamente, el patrón de uso de Eloquent facilita esa separación si se decide. - La inclusión de un microservicio de IA ya externaliza parte de la carga. Este microservicio puede **escalarse independientemente**: si la demanda de generar descripciones con IA crece (por ejemplo, muchos usuarios agregando mascotas simultáneamente), se podrían ejecutar múltiples instancias del FastAPI detrás de un balanceador interno, o usar funciones serverless para escalado automático. Al estar desacoplado, no afecta al rendimiento del sitio principal, salvo en la latencia de obtener la descripción. - Uso de cache y cola: Aunque no se menciona explícitamente, una **cola de trabajos (queue)** para tareas como envío de emails, generación de PDF de recibos de donación, notificaciones push, etc., es fundamental a medida que la app crezca. Laravel soporta colas (Beanstalkd, Redis, SQS, etc.). Mover tareas fuera del flujo web (por ejemplo, enviar correo de confirmación de adopción en background) mejora la respuesta al usuario. Si aún no se implementó, es una mejora de rendimiento clara. Dado que se listan comandos Artisan para procesar donaciones, notificaciones, etc.[[68]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L350-L359), es probable que usen *Jobs* en cola o al menos cronjobs para manejo periódico de esas tareas, lo cual es positivo. - **Concurrencia y real-time:** Se planea introducir chat en tiempo real y notificaciones push[[69]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L179-L184). Esto implica potencialmente usar WebSockets. Laravel dispone de Echo/ Pusher o su propio servidor WebSocket (via package) para manejarlo. Soportar miles de conexiones WebSocket es un reto de escalabilidad (requiere servidores especializados o servicios gestionados). Una estrategia es tercerizarlo (ej: usar Pusher.com) o implementar un microservicio para notificaciones en tiempo real. Esto deberá dimensionarse con cuidado. Para push notifications móviles, hay que integrar con FCM/APNS, lo cual no carga el server tanto, más bien es usar los servicios de Google/Apple. - **Escalabilidad de búsqueda y filtrado:** Si los filtros de mascotas por ubicación o características se vuelven complejos, podría considerarse usar herramientas de búsqueda más avanzadas como ElasticSearch o Algolia en lugar de solo consultas SQL, especialmente si la cantidad de mascotas/publicaciones crece a decenas de miles. Por ahora MySQL con buenos índices y consultas paramétricas debe rendir bien, pero es un punto a monitorear. Incorporar un motor de búsqueda podría ser estratégico a futuro para acelerar búsquedas por texto libre o geográficas. - **Perfilado y monitoreo:** Conforme los usuarios crezcan, conviene medir qué partes de la aplicación consumen más tiempo o recursos. Tener *APM (Application Performance Monitoring)* puede guiar optimizaciones. Ejemplo: New Relic, Blackfire, etc., para identificar consultas lentas, cuánta memoria usan ciertas páginas, etc. Ya hay intención de monitoreo[[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343), así que es cuestión de implementarlo y actuar en consecuencia. - **Carga del microservicio IA:** La generación de lenguaje con IA (especialmente si usan modelos grandes tipo Llama 3) es costosa en CPU/GPU. Por suerte, delegarlo al microservicio permite que la experiencia de usuario principal no se degrade. Para escalarlo: - Si usan modelos propios (ej. ejecutando Llama localmente), tal vez requieran máquinas con GPU para rendimiento. Podrían migrar ese microservicio a un entorno con GPU si fuera necesario. - Si usan APIs externas (OpenAI), el escalado depende más de cuotas y costos. Quizá habría que cachear resultados para descripciones similares para no golpear siempre la API. O implementar un sistema de colas para solicitudes de IA si la demanda supera la capacidad (en vez de hacerlo sincrónico, se podría hacer asíncrono: la descripción llega por correo o se notifica al dueño cuando esté lista, etc., si se presentara saturación). - De momento, dado que la funcionalidad IA es solo para generar texto de descripción cuando alguien pública una mascota, la frecuencia de uso no será altísima (no es en cada vista de página sino en una acción ocasional). Probablemente una instancia normal de FastAPI puede manejarlo con latencias aceptables.

**Posibles cuellos de botella:** - *Generación de Analytics:* Si el dashboard agrega muchas métricas agregadas (ej. "últimos 30 días de adopciones por región"), esas consultas pueden ser pesadas. Ya se planteó cachearlas[[67]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L169). A futuro, se podría hacer pre-cálculo periódico (jobs nocturnos que almacenen métricas en tablas resumidas) si las estadísticas se vuelven complejas. - *Cargas pico en comunidad:* La sección de comunidad (posts, comentarios) puede generar *picos de escritura* y *lectura intensiva* (si muchos usuarios scrollean el feed). Mitigaciones: paginación (ya implementada), posiblemente límites (no cargar todo el historial de una vez), y si crece mucho, particionar posts por fecha o usuario. Por ahora, con un user base mediano, MySQL aguanta. Un futuro microservicio de "timeline" podría considerarse en escalas tipo red social grande, pero estamos lejos de ese punto inicial. - *Subida de archivos:* Manejar concurrentemente muchas subidas de fotos podría saturar I/O del servidor. Usar un servicio de almacenamiento externo (S3 u otro) sería más escalable. Una mejora mediano plazo es configurar *Laravel Filesystem* para usar S3 en producción, de modo que los archivos no residan en el servidor. En doc se ve FILESYSTEM\_DISK=public por defecto[[70]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L278-L283), pero se podría apuntar a S3 sin mayores cambios de código llegado el momento.

**Capacidad de escalado evolutivo:** El roadmap menciona que para v2.0 se planea una arquitectura de microservicios completa[[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191). Esto sugiere que, conforme la base de usuarios crezca y los módulos se vuelvan más complejos, se podría escalar **dividiendo el monolito**: - Ejemplos: hacer un servicio independiente para el Marketplace (con su propia BD de productos, para aislar transacciones comerciales), otro servicio para la Comunidad (posts, comentarios), etc., dejando a Laravel quizás como gateway o para ciertos módulos nucleares. - Un enfoque escalonado podría ser primero extraer el manejo de notificaciones/chat a un servicio separado especializado en tiempo real, ya que eso tiene requerimientos técnicos distintos (concurrencia masiva, websockets). - Otra posibilidad es mantener un **monolito modular (Modular Monolith)** por más tiempo, aprovechando que Laravel ahora soporta cierta modularización interna (p. ej. usando packages internos o domains). Esto evita la complejidad de microservicios mientras la escala sea manejable. Muchas aplicaciones escalan verticalmente bastante antes de requerir microservicios.

La **escalabilidad horizontal** también aplica al *microservicio de IA*: se podrían correr múltiples instancias tras un balanceador, o incluso escalarlo en función de demanda (usando Kubernetes HPA, etc.). Dado que es sin estado y idempotente (cada petición de descripción es independiente), es trivial de escalar de esa manera.

En conclusión, **el proyecto ya incluye varias optimizaciones de rendimiento** y está preparado para crecer: - A corto plazo, con las medidas implementadas (caching, paginación, lazy load), debería soportar la carga inicial de usuarios sin problemas. - A mediano plazo, conviene introducir colas para tareas pesadas, almacenamiento externo para archivos y quizá un servicio de búsqueda si el volumen de datos explota. - A largo plazo, la separación en microservicios de ciertos dominios puede ser necesaria, acompañada de una infraestructura más compleja (orquestación de contenedores, mensajería entre servicios, etc.), pero eso vendría cuando el tráfico lo justifique. *Es importante abordar la escalabilidad incrementando recursos y optimizando puntos críticos antes de fragmentar prematuramente la arquitectura*, dado el coste añadido de mantener muchos servicios.

En resumen, AdoptaFácil está **bien encaminado en términos de rendimiento** y se han tomado medidas proactivas para asegurar tiempos de respuesta ágiles. Las bases para escalar (caching, separación de responsabilidades, posibilidad de desplegar en múltiples instancias) están en su lugar[[29]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L153-L159). El siguiente paso es monitorear continuamente el desempeño y escalar usando estos mecanismos conforme se requiera, manteniendo un equilibrio costo-beneficio.

## 7. Preparación para GitHub Copilot (Copilot readiness)

Evaluando la “Copilot readiness” del proyecto, es decir, qué tan bien estructurado está el código y la documentación para aprovechar herramientas de autocompletado inteligente como GitHub Copilot, AdoptaFácil obtiene una valoración positiva. Los factores que influyen en esto incluyen:

* **Documentación abundante y contexto claro:** El repositorio contiene documentación técnica detallada (archivos Markdown por módulo, guía técnica, etc.)[[36]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L214-L222). Aunque Copilot en sí no lee archivos Markdown a la hora de autocompletar código, tener esa documentación implica que los conceptos y convenciones del proyecto están bien definidos, lo que se traduce en código más consistente. Además, un desarrollador asistido por Copilot puede rápidamente consultar la documentación del repo para entender el contexto, haciendo más efectiva la colaboración hombre-IA.
* **Consistencia y estándares en el código:** La adhesión a PSR-12, ESLint, Prettier, etc., asegura que el código tiene un formato uniforme[[34]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L316). Esto ayuda a Copilot a hacer predicciones más acertadas, ya que encuentra patrones claros. Por ejemplo, siempre usar el mismo estilo de llaves, indentación, nombres de métodos en camelCase, etc., hace que las sugerencias encajen mejor con el código existente. Copilot entrena con toneladas de código estándar, así que un proyecto alineado a estándares facilita que las recomendaciones sean relevantes.
* **Nomenclatura descriptiva:** Las clases, funciones y variables tienen nombres autoexplicativos (en español, pero consistentes). Copilot puede usar esos nombres para inferir propósitos. Por ejemplo, si hay un método calcularEdadMascota() en el modelo Mascota, Copilot puede deducir que probablemente se calculará a partir de la fecha de nacimiento, y podría sugerir la implementación correcta. Los nombres de controladores y métodos indican su función clara (e.g. aprobarSolicitud() en SolicitudesController sería obvio). Esta claridad semántica mejora la calidad de las sugerencias generadas.
* **Tipos y estructura en frontend:** El uso de TypeScript en el frontend proporciona tipados estáticos para props, estados, etc.[[71]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L13-L21). Copilot aprovecha la información de tipos para ofrecer completaciones más precisas. En el código de ejemplo de login.tsx, se define una interfaz LoginProps y un tipo LoginForm[[71]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L13-L21). Con esto, Copilot sabe exactamente qué propiedades esperar y sus tipos (email: string, etc.), reduciendo conjeturas. Esto resulta en autocompletados correctos al escribir, por ejemplo, data.email o métodos manipulando esos campos.
* **Estructura modular y repetitiva en el buen sentido:** Dado que el proyecto sigue patrones repetitivos (muchos controladores CRUD similares, modelos con estructura común, etc.), Copilot puede aprender del contexto de un módulo para ayudar en otro. Por ejemplo, si se agrega un nuevo módulo "Refugios" con un RefugioController, Copilot podría sugerir métodos basados en los existentes en MascotaController o ShelterController (que ya existe para refugios)[[72]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L46-L49). Esta repetición de patrones significa que Copilot tiene ejemplos dentro del propio repo para basar sus sugerencias.
* **Existencia de pruebas y ejemplos de uso:** La suite de tests y ejemplos en código sirven como referencia interna. Copilot, al editar un método, puede ver en los tests cómo se espera que funcione ese método. Por ejemplo, si existe MascotaTest que crea una mascota y verifica algo, Copilot puede inferir lo que un método en Mascota debería hacer. Esto conduce a autocompletados más alineados con los requerimientos reales. Además, si se siguen convenciones (como DDD lite: métodos tipo create, update, etc.), Copilot los reconocerá.
* **Comentarios y documentación en código:** Sería ideal contar con docblocks o comentarios resumidos en clases y métodos públicos. Si bien la documentación está en archivos separados, tener aunque sea comentarios breves en el código (en español o inglés) puede guiar a Copilot. No sabemos cuántos comentarios hay en el código, pero en la porción vista de React, se usan comentarios para dividir secciones[[73]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L40-L48), lo cual ya es útil. Añadir PHPDoc en los métodos Laravel (tipo @param \App\Models\Mascota $mascota) también ayuda con autocompletado en IDEs y Copilot para entender tipos.
* **Lenguaje del código:** Un detalle es que, al estar los identificadores en español, Copilot podría tener un poco menos de material de entrenamiento respecto a proyectos con nombres en inglés. Sin embargo, Copilot ha sido entrenado en multitud de repositorios, incluidos muchos en español, y además entiende lógica de código más que lenguaje natural. Probablemente pueda manejarlo. De hecho, que los nombres sean claros (aunque en español) es más importante que el idioma en sí. Por ejemplo, calcularDistancia() es tan descriptivo para Copilot como calculateDistance() una vez que reconoce el patrón. Hemos comprobado que en el componente de Login, a pesar de textos en español, los hooks y estructura son estándar, lo cual Copilot domina para formularios.

En general, **el proyecto está bien preparado para aprovechar Copilot**. Un código limpio, consistente y con convenciones claras facilita que las sugerencias de IA sean útiles y no erráticas. También, al abarcar tanto frontend como backend en un mismo repo, Copilot puede cruzar contexto (por ejemplo, al escribir un controlador Laravel, puede ver la interfaz esperada por la vista React correspondiente).

Algunas **sugerencias** para mejorar aún más la *Copilot readiness* podrían ser: - Incluir *comentarios de documentación (DocBlocks)* en los métodos críticos, describiendo su propósito y parámetros. Esto no solo ayuda a otros desarrolladores sino que le da a Copilot más contexto semántico. - Mantener actualizado el archivo README o documentación principal con ejemplos de uso de la API (Copilot a veces muestra sugerencias basadas en ejemplos encontrados en la doc). - Continuar con la consistencia de commit messages y descripción de PRs. Si se usan herramientas como CoPilot Labs (que puede resumir diffs o PRs), tener commits limpios ayuda. - Si alguna vez se integra Copilot directamente en el workflow, instruir al equipo en escribir buenos *prompts* en comentarios (Copilot puede completar código a partir de un comentario que describa la intención).

En síntesis, AdoptaFácil obtiene **alta nota en preparación para Copilot**: gracias a su código ordenado y estandarizado, un desarrollador asistido por IA podrá moverse rápidamente, confiando en sugerencias pertinentes. Esto acelera el desarrollo sin comprometer la calidad, dado que las prácticas establecidas (tests, lint) servirán de verificación de las contribuciones asistidas por Copilot.

## 8. Recomendaciones prioritarias

A continuación se presentan recomendaciones divididas por horizonte temporal, para mejorar el proyecto de manera progresiva:

### Mejoras Rápidas (Quick Wins)

* **Revisar y actualizar dependencias clave:** Asegurarse de usar la versión más reciente y segura de librerías de terceros. En particular, verificar el SDK de MercadoPago utilizado; si se está empleando el paquete depreciado mercadopago/sdk, migrar al nuevo SDK oficial[[63]](https://packagist.org/packages/mercadopago/sdk#:~:text=mercadopago%2Fsdk%20,abandoned%20and%20no%20longer%20maintained). Asimismo, correr composer audit y npm audit para identificar vulnerabilidades conocidas en paquetes y actualizar los que sea necesario.
* **Completar información pendiente:** En la documentación se observan campos "Por definir" (por ejemplo, la licencia del proyecto y el email de soporte)[[74]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L331-L338)[[75]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L341-L345). Definir una licencia clara (MIT, GPL, etc., según la intención del autor) dará certezas a colaboradores externos. También establecer un correo de contacto oficial o canal de soporte, o retirarlo de la doc si aún no estará disponible, para evitar confusión.
* **Optimizar detalles de configuración:** Pequeños ajustes de configuración pueden elevar la seguridad y rendimiento sin mucho esfuerzo:
* Forzar APP\_DEBUG=false en entornos de producción para no exponer stack traces sensibles.
* Establecer tiempos de expiración adecuados para sesiones y tokens (inactividad, recuerdo de login) equilibrando usabilidad y seguridad.
* Comprobar que en **CORS** (si se habilita API REST) solo se permitan dominios confiables para consumirla.
* Agregar en .env.example las variables faltantes que se intuyen necesarias (por ej., MERCADOPAGO\_KEY, credenciales de correo SMTP o de servicios de mapas) para que otros desarrolladores sepan qué configurar.
* **Pequeñas refactorizaciones para eliminar duplicación:** Buscar lógica repetitiva que pueda unificarse. Por ejemplo, si el manejo de imágenes de mascota y de producto es muy similar, considerar abstraerlo en un trait o servicio utilitario para evitar duplicar código de validación de imágenes, almacenamiento, resizing, etc. (Esto mejoraría mantenibilidad sin cambiar funcionalidad).
* **Mejoras en la UI/UX sencillas:** Aunque la interfaz no es el foco del informe, hay quick wins como:
* Validaciones de front adicionales (ej. asegurar contraseñas fuertes con un indicador de fortaleza en el registro).
* Agregar mensajes de confirmación en acciones destructivas (ej. "¿Estás seguro de eliminar esta mascota?") para evitar errores de usuario.
* Revisar la accesibilidad (etiquetas alt en imágenes, contrastes de color adecuados) – cambios menores pero valiosos.
* **Fortalecer la seguridad inmediata:**
* Implementar un **captcha** sencillo (Google reCAPTCHA o hCaptcha) en formularios de registro y contacto para frenar bots de spam – es relativamente rápido de integrar con Laravel.
* Activar la opción de **verificación en dos pasos (2FA)** para cuentas de administrador u otros roles críticos usando paquetes Laravel existentes, si la plataforma lo va a usar personal no público.
* Configurar **limites de intentos de login** (Laravel throttle middleware) para prevenir fuerza bruta – un ajuste en routes/web.php podría bastar.
* **Integrar Dependabot u otra herramienta de monitoreo de dependencias:** Esto es un cambio de configuración mínimo en GitHub que automatiza PRs de actualización de paquetes. Ayudará a mantener el proyecto actualizado con poco esfuerzo, notificando de parches de seguridad disponibles.
* **Monitoreo básico en desarrollo:** Añadir logs o profiling a secciones críticas. Ejemplo: loguear tiempo de respuesta de la API de IA en el ambiente de desarrollo para tener base de performance. O usar la barra de debug de Laravel (APP\_DEBUG=true con laravel-debugbar) para detectar queries lentas y arreglarlas tempranamente.

Estas acciones **rápidas** no requieren rediseños mayores y pueden hacerse en días, dando beneficios inmediatos en seguridad, calidad y claridad del proyecto.

### Recomendaciones a Mediano Plazo (Próximos meses)

* **Completar funcionalidades planeadas con enfoque escalable:** Los ítems en desarrollo (API móvil, notificaciones push, chat en tiempo real, geolocalización avanzada)[[76]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L179-L185) deben implementarse cuidando la escalabilidad:
* Para la **API móvil**: diseñarla RESTful limpia, usando controladores API separados y autenticación JWT (Laravel Sanctum podría ser ideal). Aplicar versionado de API desde el inicio para futuras expansiones.
* **Notificaciones push:** considerar un servicio de mensajería (Firebase Cloud Messaging para móvil). Integrar Laravel queues para enviar las notificaciones asíncronamente sin bloquear respuesta.
* **Chat en tiempo real:** evaluar usar **WebSockets**. Pueden usar Laravel Echo Server o Pusher. Si se opta por propio servidor WS (p. ej. con Redis + socket.io), quizás convenga un microservicio separado para chat, dado que maneja muchas conexiones persistentes. Alternativamente, Pusher (servicio cloud) simplifica el escalado a cambio de costo.
* **Geolocalización avanzada:** si van a calcular distancias o búsquedas geográficas, podría ameritar usar tipos de datos espaciales en la BD o servicios externos. En mediano plazo, implementar índices geoespaciales en MySQL o migrar a PostGIS en PostgreSQL si la feature de ubicación es crucial (por ej., "encontrar mascotas cerca de mi ciudad").
* **Introducir un sistema de búsqueda robusto:** Si la base de datos crece, implementar un buscador de texto completo para mejorar la experiencia en catálogo de mascotas y productos. Laravel Scout junto con Algolia o ElasticSearch es una vía. Esto haría que búsquedas por nombre de mascota, raza o descripción sean más rápidas y con tolerancia a typos, sin cargar la BD principal.
* **Externalizar almacenamiento de medios:** Migrar el almacenamiento de imágenes y archivos de usuarios a un servicio externo tipo **AWS S3, Google Cloud Storage o Azure Blob**. Esto quita carga de I/O al servidor y facilita el CDN. Laravel Filesystem abstrae esto, así que el cambio es transparente a nivel de código (configurar disk S3). A mediano plazo, con cientos de fotos, offload a S3 + CloudFront (CDN) mejora rendimiento y escalabilidad.
* **Mejorar la observabilidad:** Implementar herramientas de monitoreo en producción:
* Un servicio de **APM** (Application Performance Monitoring) como NewRelic, Datadog APM o el open-source Elastic APM, para medir tiempo de respuesta de rutas, uso de CPU/Memoria, queries lentas, etc., en vivo.
* **Error tracking** con alertas: integrar Sentry o similar para capturar excepciones no manejadas en frontend (React) y backend (Laravel) con notificaciones. Esto permite reaccionar rápido a bugs en prod.
* **Monitoreo de infraestructura**: usar métricas de container/servidor (CPU, RAM, conexiones DB) y alertar si se acercan a límites. Muchos de estos pueden obtenerse si se despliega en AWS/GCP/Azure con sus herramientas nativas, o usando Prometheus/Grafana en servidores propios.
* **Aumentar la cobertura y tipos de tests:** Extender la suite de tests automatizados:
* Agregar más **Feature tests** que cubran escenarios críticos de usuario (por ejemplo: un flujo completo de adopción de punta a punta, incluyendo roles diferentes).
* Incluir **pruebas de carga** en staging para observar comportamiento bajo estrés (por ejemplo, usando JMeter, k6, artillery para simular decenas de usuarios concurrentes realizando búsquedas o publicando solicitudes).
* Incorporar tests específicos para el microservicio de IA (pruebas unitarias de la lógica de generación de texto, tests de integración entre Laravel y el servicio mockeando la respuesta de IA).
* Automatizar pruebas de seguridad (un conjunto básico de OWASP ZAP scanning en staging integrable en CI).
* **Refinamiento de la arquitectura modular:** Sin llegar aún a microservicios completos, se puede modularizar mejor el monolito:
* Considerar usar *Laravel Modules* o *bounded contexts* internos, agrupando clases por dominio en sub-carpetas o incluso paquetes composer internos. Esto haría más fácil extraer servicios a futuro y manejar dependencias más claras entre módulos.
* Definir claramente las interfaces entre módulos (por ejemplo, si comunidad necesita datos de mascotas, quizá consumirlos vía una capa de servicio en vez de tocar directamente el modelo, preparando el terreno para separar).
* Revisar el **dominio de datos compartidos**: p.ej., User es usado en todo; si se fragmenta en servicios, probablemente habría un servicio de usuarios central. En mediano plazo, se puede introducir una **API interna** para módulos, aunque sea dentro del monolito, para simular interacciones desacopladas. Por ejemplo, que el módulo donaciones llame a métodos del módulo usuarios en vez de acceder directo a modelos. Esto es conceptual, pero ayuda a reducir acoplamiento.
* **Features adicionales orientadas a engagement y crecimiento:** Dependiendo de feedback, se pueden priorizar:
* **Sistema de reputación o reviews** para adoptantes y refugios (para fomentar confianza).
* **Moderación de contenido**: dado que habrá posts e imágenes, implementar herramientas de moderación (flag de reporte de abuso, y posiblemente algún servicio de filtrado de lenguaje ofensivo o detección de contenido inapropiado en imágenes).
* **Internacionalización (i18n):** Si se considera expandir fuera de Colombia o a poblaciones de otros idiomas. Esto implica traducir textos estáticos. Laravel + React tienen soporte i18n, pero mejor hacerlo temprano si está en el roadmap.
* **API pública para terceros:** Podría contemplarse abrir ciertos datos (ej. lista de mascotas adoptables) vía una API pública con claves, para que otras organizaciones o apps se integren. Si se planea, empezar a diseñarla de forma segura (throttling, read-only, etc.).
* **Consolidación de DevOps:**
* Migrar a una infraestructura más robusta si la actual es manual. Por ejemplo, usar contenedores en la nube (ECS/EKS en AWS, Cloud Run en GCP, etc.) para desplegar con mayor facilidad de escalado. A mediano plazo, configurar **Docker Compose/Swarm** o Kubernetes para orquestar múltiples instancias (web, microservicio, DB replicada, etc.) sería beneficioso.
* Implementar **CI/CD avanzada**: despliegues blue-green o canary para minimizar downtime durante releases. Si se usa Kubernetes, esto se puede manejar con servicios y replicas; en VM, usar estrategias de duplicar instancia y luego cambiar DNS/ELB.
* **Backups automáticos:** Establecer un cron/job que volque la base de datos periódicamente a un almacenamiento seguro, y backup de imágenes (si están en S3 versionado, listo). Probar restauración periódicamente.

En general, en el mediano plazo se trata de **robustecer el sistema para un crecimiento sostenido**, añadiendo las funcionalidades planeadas con las consideraciones de escalabilidad y fiabilidad necesarias, y refinando módulos existentes para que sigan performando bien con más carga.

### Iniciativas Estratégicas (Largo Plazo)

* **Arquitectura de Microservicios completa:** Conforme la plataforma y el equipo crezcan, planificar la migración hacia microservicios independientes por dominio (como se vislumbra para la versión 2.0.0)[[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191). Esto es un cambio arquitectónico mayor que debe hacerse gradualmente:
* Identificar **bounded contexts** claros: por ejemplo, un servicio de Usuarios/Autenticación, servicio de Adopciones/Mascotas, servicio de Comunidad, servicio de Pagos/Donaciones, etc. Cada uno con su base de datos separada idealmente, comunicándose vía APIs REST o mensajería.
* Implementar un **API Gateway** o puerta de enlace que unifique la entrada (especialmente si se quiere ofrecer una API única a consumidores externos sin revelar la fragmentación interna). Esta gateway puede manejar autenticación centralizada, routing a servicios, rate limiting global, etc.
* Adoptar **comunicación asíncrona** para integraciones críticas: por ejemplo, cuando se aprueba una adopción, en lugar de llamar directamente a otros servicios, enviar un evento (usando un broker tipo RabbitMQ, AWS SQS, etc.) al cual otros servicios suscritos reaccionen (el servicio de notificaciones envía email de confirmación, el de comunidad podría crear un post de "adopción exitosa", etc.). Un enfoque orientado a eventos reduce el acoplamiento temporal entre servicios y mejora escalabilidad.
* Asegurar **consistencia eventual** entre servicios: diseñar bien qué datos se duplican o sincronizan. Por ejemplo, un microservicio de Comunidad podría mantener su propia copia de ciertos datos de usuario (username, foto) para mostrar en posts, obteniendo actualizaciones via eventos si el perfil de usuario cambia en el servicio de Usuarios.
* Migrar gradualmente funcionalidad del monolito a servicios: una técnica es utilizar la *estrategia del strangler pattern*, donde nuevas funcionalidades ya se implementan como servicios separados, y quizá partes del monolito se van apagando cuando su equivalente en microservicio está lista.
* **Orquestación de contenedores**: Para manejar muchos servicios, probablemente adoptar Kubernetes u otra plataforma de contenedores es lo indicado. Eso trae necesidad de conocimientos DevOps más avanzados (monitoring centralizado, service mesh para observabilidad/tracing, etc.). Estrategicamente, invertir en ese stack valdrá la pena si el tráfico y la complejidad aumentan.
* **Escalabilidad global y alta disponibilidad:** Si AdoptaFácil se convierte en plataforma nacional (o internacional), considerar:
* **Despliegue multi-región**: replicar la infraestructura en distintas regiones geográficas (por ahora, quizás no necesario al centrarse en Colombia, pero si expandiera).
* **Alta disponibilidad de bases de datos**: cluster MySQL (o migrar a un motor cloud tipo Aurora) para failover automático, emplear proxies SQL para distribuir carga.
* **Caché distribuido**: usar Redis cluster para manejar mayor volumen de cache y sesiones en múltiples datacenters.
* **CDN global**: ya mencionado, pero vital si usuarios en distintos países para contenido estático y posiblemente edge caching de algunas páginas públicas.
* **Balanceadores y WAF:** implementar un Web Application Firewall robusto y balanceo con tolerancia a fallos (ej. usar AWS ALB/Cloudflare).
* **Inteligencia artificial y análisis de datos avanzados:** Más allá de la descripción de mascotas, se pueden explorar usos más avanzados de la IA y datos:
* Sistemas de **recomendación**: por ejemplo, sugerir mascotas a usuarios según sus preferencias (esto podría hacerse con algoritmos de ML entrenados con datos de interacciones).
* Detección de fraude o comportamiento sospechoso mediante análisis (por ejemplo, detectar automáticamente cuentas spam en la comunidad).
* Chatbots inteligentes para atención básica (responder FAQs a usuarios en tiempo real usando IA, integrado en la plataforma).
* Analítica de datos masiva: si el proyecto acumula datos de adopciones, podría aportar insights a refugios o políticas públicas. En ese caso, un data warehouse y dashboards avanzados podrían ser una línea estratégica (aunque fuera del core inmediato, pero plausible a largo plazo).
* **Ecosistema móvil y integraciones:** A largo plazo, no solo tener una app móvil sino integrarse con otros sistemas:
* Colaborar con sistemas de gobiernos locales u ONGs: ofrecer APIs para que bases de datos de mascotas de refugios externos se sincronicen.
* Integrar con redes sociales: permitir compartir en redes automáticamente las publicaciones de mascotas para mayor alcance (lo cual implica usar APIs de Facebook, Twitter, etc., con cautela).
* Expansión del marketplace: quizás integrar con inventarios de tiendas (a través de APIs) para tener datos actualizados o hacer dropshipping. Esto trae requisitos de integración B2B.
* **Governanza y mantenimiento a gran escala:** Si el proyecto crece en contribuyentes:
* Establecer guías de contribución más formales, realizar code reviews estrictos, etc.
* Posiblemente moverse a un modelo de múltiples repos (monorepo vs multirepo para microservicios). Valorar ventajas de un monorepo (facilita orquestación de cambios multi-servicio) vs repos separados por servicio (aislamiento).
* Asegurar la propiedad intelectual y licenciamiento adecuado para evitar problemas al colaborar con otros (especialmente si hay componentes de terceros integrados, p.ej. si usar modelos de IA con licencias restrictivas, etc.).

En síntesis, las iniciativas estratégicas giran en torno a **preparar el proyecto para un orden de magnitud mayor en usuarios y datos**, lo que implica re-arquitecturar en microservicios, fortalecer la infraestructura y explorar nuevas funcionalidades impulsadas por datos y AI. Se debe abordar cuidadosamente, pues introduce complejidad; sin embargo, con la sólida base actual (monolito bien construido) será más fácil migrar de forma controlada.

## 9. Documento de Especificación de Arquitectura (DEA)

A continuación se presenta un **Documento de Especificación de Arquitectura (DEA)** del sistema AdoptaFácil, elaborado conforme a estándares comunes de la industria para documentación arquitectónica. Este documento está pensado para ofrecer una visión completa del sistema, incluyendo sus requisitos, diseño de alto nivel, componentes principales y justificaciones técnicas.

### Objetivo del Documento

Este documento describe la arquitectura de la plataforma **AdoptaFácil - Plataforma Integral de Adopción de Mascotas**, detallando cómo el sistema satisface los requerimientos funcionales y no funcionales, así como las decisiones de diseño más importantes. Su propósito es servir como guía para desarrolladores, arquitectos y demás stakeholders, facilitando la comprensión del funcionamiento interno del sistema y orientando futuras ampliaciones o modificaciones.

**Alcance:** El DEA cubre la versión 1.0.0 del proyecto AdoptaFácil[[59]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L355-L362), que incluye la plataforma web principal y el microservicio de IA. Se consideran las funcionalidades actualmente implementadas y las previstas en el corto plazo (v1.x), dejando lineamientos para evolución futura (v2.0 microservicios completos). No se abordan detalles de implementación de bajo nivel, salvo cuando son necesarios para explicar decisiones arquitectónicas.

### Descripción General del Sistema

AdoptaFácil es un sistema informático que **conecta adoptantes, propietarios de mascotas, refugios y comercios** en torno al proceso de adopción de animales domésticos[[1]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L3-L6). Proporciona una plataforma *web* central (accesible via navegador) donde: - Los **adoptantes** pueden buscar mascotas disponibles, seguir un proceso formal de solicitud de adopción y participar en una comunidad en línea compartiendo experiencias. - Los **dueños o cuidadores** de mascotas (incluyendo refugios u organizaciones) pueden publicar mascotas en adopción, gestionar las solicitudes recibidas y actualizar el estado de las adopciones. - Los **refugios** también pueden recibir **donaciones** a través del sistema y mostrar información de sus instalaciones y animales. - Los **aliados comerciales (tiendas de mascotas)** pueden ofrecer productos en un **Marketplace**, acercándose a los usuarios de la plataforma con artículos para cuidado de mascotas. - Todos los usuarios registrados pueden interactuar en una **red social especializada** (publicar fotos/noticias de mascotas, comentar y reaccionar).

La plataforma busca **agilizar y transparentar** la adopción de mascotas, ofreciendo trazabilidad en el proceso y educando a los involucrados en la tenencia responsable de animales[[77]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L9-L17). Al mismo tiempo, integra funcionalidades complementarias (comunidad, marketplace, donaciones) para generar un **ecosistema integral** alrededor del bienestar animal.

**Diagrama de contexto (visión general):**

Imaginemos el sistema en el centro y las entidades externas alrededor:

* Usuarios (Adoptantes, Dueños, Refugios, Comercios, Administradores) acceden al sistema principalmente a través de un navegador web (cliente).
* La aplicación web AdoptaFácil (servidor principal Laravel/React) responde a las interacciones de los usuarios: sirviendo páginas, procesando formularios, etc.
* El sistema interactúa con **servicios externos**:
* Pasarela de pagos (MercadoPago) para procesar donaciones y pagos de marketplace.
* Servicio de mapas/geocoding (p.ej. Google Maps API) para funcionalidades de ubicación de mascotas/refugios.
* Servidores de correo electrónico para envío de notificaciones (confirmaciones, restablecimiento de contraseña, etc.).
* Proveedores de IA (Groq AI local o APIs de OpenAI/DeepSeek) a través del microservicio de IA para generar descripciones de mascotas[[9]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L46-L50).
* Además, hay un **Microservicio de IA** interno que forma parte del sistema pero despliega separadamente; la aplicación principal se comunica con él vía llamadas HTTP API internas.
* Para la versión móvil futura, se prevé que una **Aplicación móvil** (no desarrollada en v1.0) interactuará con AdoptaFácil a través de APIs REST dedicadas.

Resumiendo, en el contexto, AdoptaFácil es el intermediario central entre usuarios humanos y varios servicios tecnológicos, orquestando los flujos de información necesarios (publicar mascota, difundirla, tramitar adopción, efectuar un pago, etc.).

### Requisitos del Sistema

#### Requisitos Funcionales

A continuación se listan los **requerimientos funcionales principales** que el sistema debe cumplir, agrupados por módulos:

* **RF1 - Gestión de Mascotas:** El sistema debe permitir a dueños/refugios registrar mascotas en adopción con múltiples fotografías, descripción detallada (incluida una descripción emocional generada por IA) y atributos como edad, raza, ubicación, etc.[[23]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L57-L64). Los adoptantes deben poder explorar un catálogo de mascotas público, filtrando por criterios (especie, edad, ubicación, etc.) y marcar favoritas para seguimiento[[78]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L59-L64)[[40]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L105-L111).
* **RF2 - Gestión de Usuarios y Roles:** El sistema debe soportar registro de usuarios con distintos roles (adoptante, dueño, refugio, admin, comercio)[[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71). Debe implementar verificación de correo electrónico obligatorio durante el registro para validar la identidad[[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71). Cada usuario tendrá un perfil personalizable y accesos diferenciados según su rol (ej. un refugio puede ver solicitudes de todas sus mascotas, un adoptante solo las que él envió)[[6]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L73).
* **RF3 - Proceso de Adopción:** Debe existir un flujo formal para solicitar la adopción de una mascota[[24]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L72-L78). Esto incluye: formulario de solicitud con datos del adoptante y preguntas relevantes, registro de la solicitud en estado "Pendiente", notificación al dueño de la mascota, posibilidad de que el dueño apruebe o rechace la solicitud, cambio de estado de la mascota a "Adoptada" cuando se completa el proceso, y registro de historiales/seguimiento[[24]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L72-L78). Idealmente, cada adopción tiene varios estados (solicitada, en revisión, aprobada, completada, rechazada) y debe ser visible en un dashboard para ambas partes.
* **RF4 - Comunidad (Red Social de Mascotas):** El sistema debe proveer una sección tipo *feed* social donde los usuarios puedan publicar actualizaciones o historias relacionadas con mascotas[[25]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L79-L85). Ejemplos: fotos de mascotas adoptadas felices, consejos de cuidado, eventos. Los usuarios pueden darle "me gusta" (likes) a las publicaciones y comentarlas[[79]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L80-L83)[[80]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L108-L111). Debe haber opción de compartir públicamente ciertos posts o perfiles de mascotas (generar enlaces compartibles)[[81]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L82-L85). Esta red social crea un sentido de comunidad y engagement en la plataforma.
* **RF5 - Marketplace de Productos:** El sistema debe permitir a aliados comerciales (tiendas) publicar productos para mascotas (juguetes, alimento, accesorios) en un **Marketplace** dentro de la plataforma[[3]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L86-L94). Deben poder gestionar un inventario básico (nombre del producto, descripción, precio, cantidad disponible, fotos)[[3]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L86-L94). Los usuarios adoptantes o dueños pueden explorar estos productos y contactar al vendedor o ser redirigidos para la compra (según la implementación, podría ser contacto directo o checkout integrado). No es una tienda en línea completa, sino un directorio donde tiendas promocionan sus artículos, pero es deseable llevar métricas de contactos o ventas generadas.
* **RF6 - Donaciones:** Debe existir la funcionalidad para que usuarios realicen **donaciones** monetarias, tanto a la plataforma AdoptaFácil para su mantenimiento como a refugios específicos afiliados[[26]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L100-L106). Esto implica integrar un método de pago (MercadoPago) para recibir las donaciones (tarjeta de crédito, pagos locales como PSE/Efecty en Colombia, etc.). Cada donación debe quedar registrada con su monto, destinatario (plataforma o refugio X), fecha y quizá permitir al donante obtener un comprobante/recibo[[26]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L100-L106). Los refugios deben tener visibilidad de lo recaudado para ellos. Asimismo, se podría mostrar en el perfil del refugio cuántas donaciones ha recibido (transparencia).
* **RF7 - Dashboard y Analytics:** Los usuarios administradores y quizás los refugios necesitan un **dashboard** con métricas clave[[27]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L93-L101). Por ejemplo:
* Número de mascotas publicadas por mes, número de adopciones completadas, tasa de adopción (solicitudes vs concretadas).
* Usuarios activos mensuales, crecimiento de la comunidad (nuevos posts, interacciones).
* Donaciones totales recibidas, productos publicados, etc.. Estas métricas deben presentarse en forma de gráficos o estadísticas en la interfaz de administración. Adicionalmente, el dashboard podría mostrar notificaciones de acciones pendientes (p.ej., "Hay X solicitudes de adopción sin revisar" para un refugio).
* **RF8 - Generación de Contenido con IA:** De manera transparente para el usuario final, el sistema debe integrar un servicio de **Inteligencia Artificial** que genere automáticamente descripciones emotivas y atractivas para las mascotas publicadas[[82]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L44-L50). Cuando un dueño crea la ficha de una mascota, puede proveer datos básicos (edad, rasgos, historia) y el sistema genera una descripción en texto enriquecido con ese input. Este contenido puede ser editado manualmente después, pero ahorra tiempo a los usuarios. El cumplimiento de este requerimiento recae en el microservicio de IA.
* **RF9 - Notificaciones y comunicación interna:** El sistema debe notificar a los usuarios ciertos eventos importantes. Ejemplos:
* Email de confirmación tras registrarse (con enlace de verificación).
* Email/Notificación interna cuando un adoptante envía una solicitud (al dueño de la mascota).
* Notificación cuando una solicitud de adopción es aprobada o rechazada (al adoptante).
* Avisos de nuevas donaciones recibidas (a admins/refugios beneficiarios).
* Recordatorios si un usuario tiene acciones pendientes (por ejemplo, un refugio con solicitudes sin atender). Idealmente, estas notificaciones se enviarán por correo electrónico y algunas podrían mostrarse dentro de la aplicación (sistema de notificaciones in-app). Se debe mantener un log o estado de notificaciones para asegurar que se envíen una sola vez y permitir configurar preferencias (en desarrollo futuro).

*(Nota: la numeración de RF es referencial. El sistema completo abarca más requisitos, pero los listados son los principales para entender el alcance funcional.)*

#### Requisitos No Funcionales (RNF)

Además de las funciones anteriores, AdoptaFácil debe satisfacer una serie de **atributos de calidad** y restricciones técnicas:

* **RNF1 - Seguridad:** El sistema debe proteger la información y operaciones de usuarios. Esto implica autenticación segura (hash de contraseñas, MFA opcional en futuro), autorización granular por rol/policy, prevención de ataques comunes (SQLi, XSS, CSRF) mediante sanitización de datos y uso correcto del framework[[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161). Ningún dato sensible (claves, contraseñas, tokens) debe almacenarse en texto plano ni exponerse públicamente. Además, el sistema debe operar bajo HTTPS en producción y cumplir con la ley de protección de datos personales (p.ej., obtener consentimiento para almacenar datos, permitir remover datos de usuarios si lo solicitan, etc.).
* **RNF2 - Usabilidad y Experiencia de Usuario:** La interfaz debe ser intuitiva, agradable y responsive (adaptada a móviles)[[31]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L170-L176). Debe proveer retroalimentación inmediata a las acciones del usuario (indicadores de carga, mensajes de éxito/error claros)[[83]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L106-L114). La navegación debe ser consistente y rápida gracias a la naturaleza SPA de la aplicación. También se considera importante la **experiencia emocional**: el diseño debe inspirar confianza y empatía (dado el tema de adopción). Se implementa un modo claro/oscuro y diseño responsive con Tailwind CSS para mejorar la accesibilidad y preferencia del usuario[[84]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L170-L178).
* **RNF3 - Rendimiento:** El sistema debe ofrecer tiempos de respuesta adecuados, incluso con volúmenes crecientes de datos y usuarios. Páginas como la de catálogo de mascotas deben cargar en pocos segundos con una conexión promedio. Se han introducido optimizaciones (lazy load, paginación, cache)[[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169), pero se debe seguir vigilando el rendimiento. Como meta, el backend debería procesar la mayoría de solicitudes en < 500 ms en condiciones nominales (sin contar la carga de red). El frontend debe minimizar descargas (usando bundling y minificación; se espera un bundle < 1-2 MB para primera carga). Asimismo, el sistema debe ser escalable horizontalmente para mantener rendimiento cuando suba la carga (ver Escalabilidad).
* **RNF4 - Escalabilidad:** La arquitectura debe soportar un crecimiento significativo en el número de usuarios, volumen de datos (mascotas, posts, solicitudes) y carga de transacciones, sin requerir reescrituras completas. Para ello:
* Debe ser posible ejecutar múltiples instancias de la aplicación web en paralelo (escalado horizontal) detrás de un balanceador, sin conflicto (lo cual exige que la aplicación sea stateless o maneje sesión en almacenes compartidos).
* La base de datos debe poder escalar verticalmente y mediante replicación, y el diseño de esquema debe manejar miles de registros por tabla con índices adecuados.
* El microservicio de IA debe poder desplegarse en múltiples instancias si la demanda de generación de textos crece.
* Se adoptará contenedorización (Docker) para facilitar despliegues replicables en nube[[10]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L48-L51).
* Modularidad del sistema: la separación lógica (y futura separación física) de componentes debe permitir distribuir carga (por ejemplo, separar el servicio de comunidad si esa sección genera altísima carga de tráfico).
* Preparación para eventual arquitectura de microservicios, como indicado en el roadmap futuro[[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191), para aislar dominios si es necesario (escala organizacional y de rendimiento).
* **RNF5 - Mantenibilidad:** El código y arquitectura deben facilitar la corrección de errores, adición de nuevas funciones y adaptaciones a requisitos cambiantes, con esfuerzo controlado. Para ello se sigue:
* Estándares de codificación (PSR-12, ESLint) y convenios consistentes[[34]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L316).
* Estructura modular por dominios (controladores por módulo, etc.) para aislar cambios a una parte sin afectar otras[[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40).
* Pruebas automatizadas que sirvan de red de seguridad al refactorizar[[43]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L289-L297).
* Documentación actualizada (técnica y de proyecto) para transferir conocimiento[[36]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L214-L222).
* Uso de frameworks populares (Laravel, React) para reducir la complejidad de bajo nivel y aprovechar comunidad, facilitando encontrar desarrolladores que entiendan la base.
* Separación de configuración (12-Factor) y uso de CI/CD para actualizaciones rápidas y confiables. Como meta, un desarrollador nuevo debería poder levantar el proyecto en <1 día y entender los módulos principales en <1 semana, gracias a esta mantenibilidad.
* **RNF6 - Disponibilidad y Confiabilidad:** El sistema debe ser confiable en su operación, buscando minimizar el tiempo fuera de servicio (downtime). Esto se logra mediante:
* Ambiente redundante (en producción habrá mecanismos de backup y posiblemente balanceo para tolerar caídas de instancia).
* Deployments sin/con mínimo downtime (posibles mediante migraciones seguras y técnicas blue-green).
* Monitorización activa y alertas para detectar caídas o excepciones y responder rápidamente.
* En cuanto a confiabilidad lógica: las transacciones críticas (ej: registro de solicitud de adopción, procesamiento de pago) deben ser atómicas y consistentes; se debe verificar el flujo para que, ante un fallo parcial (ej: caída tras pago pero antes de reflejar donación), el sistema pueda recuperarse o compensar manualmente.
* Backups regulares de datos para restaurar servicio ante desastres en < X horas (definir RTO/RPO según SLA interno).
* El objetivo es lograr un uptime >= 99% para la parte pública y >= 95% para servicios de soporte (microservicio de IA, etc., que si fallan degradan cierta funcionalidad pero no todo el sistema).
* **RNF7 - Compatibilidad e Integración:** El sistema web debe ser accesible desde los principales navegadores modernos en desktop y mobile, garantizando compatibilidad con estándares HTML5/CSS3/ECMAScript. Debe asimismo proveer mecanismos de integración:
* API REST (JSON) para futuras apps móviles y potenciales integraciones con terceros. Esta API debe adherir a RESTful principles, usar JSON estándar UTF-8 y gestionar CORS adecuadamente.
* Capacidad de internacionalización: aunque inicialmente enfocado en español, la arquitectura de frontend debe permitir traducir textos si se quisiera implementar i18n (Tailwind y React soportan esto con librerías).
* Logging en formatos estándar para integrarse con sistemas de log management (ej. JSON logs).
* Contenedores Docker siguiendo estándares para correr en orquestadores (lo cual se alinea con RNF4 Escalabilidad).
* **RNF8 - Experiencia de Desarrollo (DX):** Para facilitar el mantenimiento y evolución, se consideran también aspectos como:
* Ambiente de desarrollo reproducible (soporte Docker/Vagrant para que cada dev tenga entorno similar a prod)[[48]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L322-L326).
* Scripts de automatización (ej. comandos artisan personalizados para tareas frecuentes de dev, mostrados en documentación[[85]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L348-L356)).
* Pipeline CI para validar PRs con lint/test (lo cual se implementó[[51]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L330-L338)).
* Documentación de cómo configurar el entorno local, ejecutar tests, hacer deploy (ya hay secciones de instalación en docs).
* Esto no afecta al usuario final pero sí a la calidad y velocidad con que el equipo puede entregar mejoras.

En resumen, los RNF aseguran que AdoptaFácil no solo haga lo que debe hacer (funcionalidades), sino que lo haga de forma **segura, rápida, escalable y mantenible** a lo largo del tiempo, brindando una experiencia fluida a los usuarios finales y una base sólida a desarrolladores y operadores.

### Arquitectura del Sistema

En esta sección describiremos la **solución arquitectónica** de AdoptaFácil, presentando su estructura de componentes, la interacción entre ellos, las tecnologías empleadas y las decisiones clave de diseño.

#### Vista de Componentes (Arquitectura Lógica)

AdoptaFácil adopta una arquitectura de tipo **Cliente-Servidor con multilayer**, complementada con un microservicio especializado. Los componentes lógicos principales son:

* **Front-End Web (Cliente SPA):** Aplicación de una sola página (SPA) desarrollada en **React 18 con TypeScript**. Este componente ejecuta en el navegador del usuario y es responsable de la interfaz gráfica y la interacción con el usuario. Consiste en múltiples páginas/views (ej. página de inicio, listados de mascotas, formulario de login, etc.) y componentes reutilizables (botones, inputs, tarjetas de mascota, etc.). Utiliza Tailwind CSS para estilos y lucide-react para íconos/UI. No funciona de forma totalmente autónoma, sino que se integra con el backend mediante Inertia.
* **Back-End Principal (Servidor Web):** Aplicación servidor construida en **Laravel 12 (PHP 8.2)** que actúa como backend monolítico. Dentro de este componente podemos identificar sub-componentes:
* *Controladores MVC:* manejadores de rutas que procesan solicitudes HTTP entrantes, ejecutan lógica de negocio y retornan respuestas (en forma de vistas Inertia o JSON para APIs). Ej: MascotaController, CommunityController, DonacionesController, etc., cada uno agrupa las operaciones de su módulo[[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40).
* *Modelos y Lógica de Negocio:* representaciones ORM de las entidades (Usuario, Mascota, Producto, Solicitud, Post, Donación, etc.[[18]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L92-L100)) con sus relaciones y métodos de dominio (por ejemplo, Mascota::calcularEdad()). En Laravel, parte de la “lógica” reside en estos modelos (validaciones a nivel de modelo, accessor/mutators, etc.) y otra parte en servicios/herramientas Laravel (policies, form requests).
* *Sistema de Autenticación:* basado en Laravel Breeze, con controladores de auth (registro, login, reset password) y middleware para proteger rutas. Incluye gestión de roles/permisos mediante policies y gates.
* *Motor de Plantillas / Inertia:* aunque no se usan blade templates para la interfaz principal, Laravel proporciona las rutas y controladores que devuelven vistas Inertia. Inertia actúa casi como un *middleware* especial: intercepta la respuesta del controlador y envía al cliente los datos para hidratar los componentes React correspondientes.
* *Módulo de Notificaciones:* Laravel Notifications/Mail se encarga de enviar correos (confirmación, restablecer contraseña, etc.). Es de suponer que hay clases de notificación definidas para los eventos clave.
* *Integraciones Externas:* este backend consume APIs de terceros según sea necesario, por ejemplo:
  + SDK de MercadoPago para crear preferencias de pago o suscripciones cuando alguien dona o compra algo.
  + API de mapas para traducir direcciones o mostrar mapas (podría integrarse en front-end también).
  + Servicios de email (SMTP o API) para enviar correos de forma fiable. Estas integraciones están encapsuladas en librerías o servicios dentro del backend (por ejemplo, mediante paquetes composer oficiales o clases utilitarias).
* *Acceso a Datos:* mediante Eloquent ORM a una base de datos MySQL 8. Las consultas se construyen en los repositorios implícitos (Modelos) o usando query builder para casos especiales. Incluye migraciones y seeders que definen el esquema y datos iniciales (p.ej. roles por defecto).
* **Microservicio de IA (Servidor FastAPI):** Servicio independiente desarrollado en **Python (Framework FastAPI)** que expone una API REST interna para generación de texto descriptivo de mascotas. Sus subcomponentes lógicos son:
* *Endpoints FastAPI:* definiciones de rutas (por ejemplo, un POST /generar\_descripcion que recibe datos de la mascota en JSON). FastAPI se encarga del routing y de invocar la lógica adecuada.
* *Motor de IA:* módulo interno que interactúa con modelos de lenguaje. Puede ser una librería (por ej. cargar un modelo Llama 3 en memoria y usarlo para inferencia) o un cliente API a un servicio de IA externo. Según doc, soporta Groq AI local y también llamadas a OpenAI o DeepSeek[[9]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L46-L50). Probablemente haya una abstracción que dado los datos de entrada, elige el proveedor (Groq vs OpenAI) y obtiene la descripción generada.
* *Integración con Laravel:* el directorio laravel-integration/ sugiere que puede haber scripts o definiciones compartidas (por ejemplo, definiciones de pydantic models que correspondan a DTOs esperados desde Laravel, o utilidades para formatear la respuesta de modo que Laravel la entienda). No es claro, pero podría ser simplemente documentación o un pequeño SDK. En todo caso, la comunicación se realiza vía HTTP, no hay enlace directo en memoria.
* *Integración con React:* el directorio react-integration/ podría contener componentes o ejemplos de cómo desde la interfaz React se podría consumir el servicio (en caso de que se quisiera llamarlo directamente desde front, aunque en esta arquitectura lo lógico es llamarlo desde backend). Tal vez contenga un pequeño snippet para testing o un widget.
* *Database (opcional):* Este microservicio probablemente **no tiene base de datos propia** (no la necesita para su función). Todo dato necesario viene en la petición y la respuesta se devuelve al vuelo. Si en el futuro se quisiera, podría almacenar logs de peticiones de IA, pero no es fundamental.
* **Base de Datos:** Un servidor de base de datos relacional **MySQL 8** (o compatible) que almacena la información persistente de la plataforma principal. Los datos incluyen:
* Usuarios (credenciales, perfil, rol, verificaciones).
* Mascotas (datos de cada mascota, con referencia al usuario propietario).
* Imágenes de mascotas (ruta o referencia a archivo en storage).
* Solicitudes de adopción (cada registro con FK a mascota y a usuario adoptante, estado, fecha, respuestas a formulario).
* Posts de comunidad, comentarios y likes (con FKs a usuarios y quizás a mascotas si se referencian).
* Productos de marketplace (con FK a usuario comerciante), imágenes de productos.
* Donaciones (monto, referencia de transacción, FK a usuario donante y a refugio o plataforma).
* Cualquier tabla de soporte para configuraciones (por ej, tabla de roles, aunque es posible que usen roles simples por código).

El esquema relacional implementa las relaciones lógicas mencionadas (un usuario puede tener muchas mascotas, una mascota muchas solicitudes, un post muchos comentarios, etc.)[[86]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L133-L141). Se asumen **claves foráneas** para integridad referencial y **índices** en campos de búsqueda (ej. índice en mascotas.especie, mascotas.edad si se filtra por ellos). Todas las transacciones críticas se manejan contra esta única BD para mantener consistencia fuerte (ej. al aprobar adopción, se actualiza la mascota y la solicitud en la misma BD, asegurando que los datos queden en sincronía).

* **Servicios externos integrados:** No son parte del deploy de AdoptaFácil pero son componentes del ecosistema:
* **Pasarela de Pago (MercadoPago):** Recibe solicitudes de pago (donaciones/compras) desde AdoptaFácil y devuelve resultados (aprobado, pendiente, etc.). La integración es server-to-server (crear pago) y front (widget de pago).
* **Proveedor de Email:** Servicio SMTP o API (como SendGrid, Mailgun o un servidor propio) que AdoptaFácil utiliza para enviar correos. Laravel abstrae esto en su componente Mail.
* **Servicio de Mapas/Geocoding:** Por ejemplo Google Maps API para convertir direcciones en coordenadas o mostrar mapas en el front (usado para ubicar refugios cercanos, etc.). Podría integrarse ya sea poniendo un <iframe> mapa en front o llamando a una API en backend para cálculos de distancia.
* **APIs de IA externas:** Si el microservicio decide usar, por ejemplo, OpenAI, ese llamado va a servidores de OpenAI en la nube y retorna el texto generado.

**Diagrama simplificado de componentes e interacciones:**

[ Navegador (React SPA) ] -- (1) HTTP/Inertia --> [ Laravel Backend ] -- (2) SQL --> [ Base de Datos MySQL ]  
 | |\_\_ (3) HTTP API call \_\_> [ Microservicio IA (FastAPI) ]  
 | |\_\_ (4) SDK/API call \_\_> [ MercadoPago API ]  
 | |\_\_ (5) SMTP/API \_\_\_\_--> [ Servicio de Email ]  
 | \\_\_ (6) API Maps \_\_\_\_\_\_> [ Google Maps API ]  
[ App Móvil Future ] -- (7) HTTP REST --> [ Laravel Backend (API) ] ...

Explicación de interacciones numeradas: 1. **Interacción Usuario ↔ Frontend ↔ Backend:** Un usuario ingresa a AdoptaFácil mediante su navegador. Navega por distintas páginas (rutas definidas en React/Laravel). Gracias a Inertia, cuando el usuario pide, por ejemplo, "/mascotas", el navegador realmente hace una solicitud HTTP GET a Laravel, Laravel ejecuta MascotaController@index y devuelve una respuesta Inertia que incluye la página React mascotas.tsx con los datos necesarios (lista paginada de mascotas)[[87]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L70-L78). El front renderiza esa lista. Subsecuentes navegaciones pueden ser interceptadas como visitas Inertia (AJAX) para evitar recargar toda la página. Cuando el usuario envía un formulario (ej. login, o solicitar adopción), se manda vía Inertia/Fetch al backend (ruta POST Laravel correspondiente); Laravel valida y procesa (crea registros en BD, envía notificaciones, etc.), y responde con JSON o redirección Inertia para actualizar la interfaz (ej. "solicitud enviada con éxito"). 2. **Interacción Backend ↔ Base de Datos:** Cada operación de negocio en Laravel involucra lecturas o escrituras en MySQL. Ej: al listar mascotas, Laravel ejecuta una query SELECT con filtros[[88]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L160-L168); al registrar una nueva mascota, inserta en mascotas y posiblemente en mascota\_images; al validar login, consulta la tabla users, etc. Eloquent y Query Builder se encargan de traducir llamadas de modelo a sentencias SQL. La base de datos es central y todas las entidades están vinculadas en ella con integridad referencial. Uso de transacciones: en operaciones que tocan múltiples tablas (por ej., aprobar adopción podría actualizar la solicitud y la mascota), Laravel inicia una transacción para garantizar atomicidad. 3. **Interacción Backend ↔ Microservicio IA:** Cuando un usuario dueño crea una mascota, después de guardar los datos básicos en BD, Laravel envía una petición HTTP al endpoint del microservicio de IA (por ej. POST http://ia-service.local/api/v1/descripciones con un JSON que contiene nombre de la mascota, especie, rasgos, etc.). El microservicio recibe esto, genera la descripción con sus modelos de IA, y responde con la descripción generada. Laravel recibe la respuesta y entonces guarda esa descripción en la base de datos (campo descripción de la mascota) y la incluye en la respuesta final al front para que el usuario la vea. Esta comunicación debe ser relativamente rápida (1-3 segundos quizás, dependiendo de la IA), durante los cuales el usuario ve un indicador de carga "Generando descripción...". Si el microservicio no responde o da error, Laravel debería manejarlo (p.ej., usar una descripción por defecto o indicar al usuario que puede escribir manualmente). Esta es una interacción síncrona. Más adelante, se podría hacer asíncrona con colas si se prefiere no demorar la respuesta al usuario. 4. **Interacción con MercadoPago (Pagos):** Cuando un usuario inicia una donación o compra un producto, el backend utiliza el SDK de MercadoPago para crear una *preferencia de pago*, que es básicamente una orden con monto, descripción y callback URLs. MercadoPago devuelve un link o información para redirigir al usuario al checkout. El usuario completa el pago en la página de MercadoPago (o popup) y MercadoPago hace una callback (webhook) a AdoptaFácil con el resultado. Laravel entonces marca la donación como paga en su base de datos y genera recibo. Todo este flujo requiere comunicaciones server-server seguras (firma de webhook, validación de montos). El sistema debe manejar estados pendientes (por ej. transferencia en efectivo pendiente hasta que se confirme). 5. **Interacción con Servicio de Email:** Para notificaciones, Laravel puede usar SwiftMailer/SMTP o APIs. Por ejemplo, al registrarse un usuario, se envía un correo de verificación mediante el servicio de email. Laravel colas el envío (en background idealmente). El servicio externo (p.ej. SendGrid) recibe la solicitud de envío vía API. Similar para notificaciones de solicitudes, resets, etc. Estos servicios garantizan entrega y evitan problemas de spam. 6. **Interacción con API de Mapas:** Podría ocurrir en front o backend. Si se muestra un mapa de refugios cercanos, posiblemente el front cargue un script de Google Maps y la interacción es directa front-API. Si se necesitan coordenadas de una dirección escrita por usuario (geocoding), Laravel podría llamar a la API geocoding de Google con la dirección y guardar las coords para cálculos. En ambos casos, requieren proveer la API Key adecuada. 7. **Interacción futura App Móvil:** Cuando exista la app móvil nativa, se comunicará con AdoptaFácil mediante la API REST (que estará en Laravel, rutas api.php). Estas llamadas devolverán JSON con datos (lista de mascotas, etc.) y aceptarán JSON de entrada para crear recursos. Autenticación probablemente por token (Sanctum: token por usuario móvil). Esta capa móvil replicará mucha lógica de negocio pero a nivel API (aprovechando que la misma base de datos y modelos se usan, solo cambia la presentación).

#### Diseño Físico y de Despliegue

A nivel de **arquitectura física (deployment)**, la configuración esperada para producción es:

* Un **Servidor (o servicio cloud) Web** principal corriendo la aplicación Laravel y sirviendo también los assets estáticos y el frontend:
* Por ejemplo, un servidor Ubuntu con Nginx como proxy HTTP y PHP-FPM para Laravel. Node.js se usa solo para compilar assets durante despliegue, no en runtime.
* Este servidor aloja el código de laravel12-react. El React app se sirve ya compilada (bundle estático) integrado en Laravel via Inertia SSR para la primera carga.
* Escalabilidad: Podría haber varios servidores web clonados detrás de un Balanceador de Carga (AWS ELB, etc.), compartiendo la misma base de datos y caché.
* Almacenamiento: las imágenes subidas se alojan o en el mismo servidor (ej. carpeta storage/app/public enlazada a public/ y servidas por Nginx) o idealmente en un bucket S3 externo. En la configuración actual, se usa disk "public" local[[70]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L278-L283), pero es configurable.
* Un **Servidor de Base de Datos** MySQL:
* Podría estar en la misma máquina que Laravel para simplicidad inicial, pero idealmente es un host/servicio separado (p.ej. AWS RDS).
* Configurado con backups automáticos, y opción de replicas de solo lectura si la carga de queries lo requiere.
* Conexión: Laravel se conecta vía credenciales .env (usuario y pass). Importante asegurar que las conexiones provengan solo de la app (firewall/VPC).
* Una **Instancia del Microservicio de IA** desplegada separadamente:
* Puede ser un contenedor Docker corriendo la imagen FastAPI. Por ejemplo, Docker con uvicorn/gunicorn sirviendo el app Python en cierto puerto.
* Este contenedor idealmente se orquesta via Docker Compose junto con la app Laravel en entornos simples, o en Kubernetes en entornos escalables.
* Requiere suficientes recursos (CPU/RAM, eventualmente GPU si se usan modelos intensivos). Podría escalar replicando contenedores y distribuyendo peticiones (ronda-robin).
* Comunicación: la instancia Laravel debe conocer la dirección del servicio de IA. En dev pudo ser localhost:8000, en prod podría ser un internal hostname o servicio de orquestador. Se pasa vía variable de entorno (e.g., IA\_SERVICE\_URL=http://ia-service:8000).
* Seguridad: si en prod corren separados, asegurarse que el microservicio no esté público en internet, sino solo accesible por Laravel (mismo network o VPC).
* **Servicios externos gestionados:**
* La integración con MercadoPago y SMTP no requiere hospedar nada propio, se usan servicios de terceros vía internet.
* CDN: De configurarse, las imágenes subidas se replican a CDN (como CloudFront) que las sirve a los usuarios finales geográficamente.
* Servidor de WebSockets (a futuro para chat): de implementarse, podría ser un componente desplegado (ej. a través de Laravel WebSockets package se levanta un servidor WS con Redis). Este no está aún, pero se consideraría.
* **Pipeline de CI/CD:** Si hay despliegue automatizado, habrá un runner (GitHub Actions) que tras pasar tests, construye los artefactos:
* Por ejemplo, construye la imagen Docker de Laravel app y la del microservicio IA, las sube a un registry.
* Luego tal vez ejecuta un script de deployment (ya sea haciendo SSH al server y actualizando código, o activando nuevos contenedores en cluster). Este detalle depende de la estrategia elegida (que no está explícita). Pero se espera un flujo sin mucha intervención manual.
* **Ambientes**:
* **Desarrollo:** Docker Compose local con containers para app, db, ia-service. O uso de PHP Artisan serve + Node dev server + ejecutar IA local. Depende de cada dev, pero hay flexibilidad.
* **Staging:** un entorno espejo de producción para pruebas integrales. Podría correr en menor escala, pero conectando con sandbox de MercadoPago por ejemplo, para test de pagos sin transacciones reales.
* **Producción:** entorno robusto con backups, monitoreo, etc., como descrito.

**Esquema de despliegue posible en producción:**

[Cliente Navegador]  
 |  
(Internet, HTTPS)  
 v  
[ Balanceador de Carga ] <- (certificado SSL)   
 |-----> [ Servidor Web 1: Nginx + PHP-FPM (Laravel) + Node build ]  
 |-----> [ Servidor Web 2: Nginx + PHP-FPM (Laravel) ] (opcional múltiples)  
 - Conectan a -> [ Servicio MySQL ] (DB server separado, puerto 3306)  
 - Conectan a -> [ Servicio Redis ] (si se utiliza para cache/sesiones/queues)  
 - Llaman via HTTP -> [ Servicio IA FastAPI ] (ejecutándose en cluster interno)  
 - Usan APIs -> Internet (MercadoPago, SMTP, etc.)

En este esquema, los servidores web son **stateless** salvo por conexión BD; cualquier puede atender cualquier solicitud. Las sesiones de usuario se podrían almacenar en cookies encriptadas (Laravel default) o en Redis compartido para permitir balanceo (si sticky sessions no es deseado). Redis también puede servir para caching.

El **servicio de IA** puede residir en la misma red local (p.ej. mismo datacenter) pero segregado. Los servidores web llaman a IA por IP privada, así los usuarios no acceden directamente.

**Justificación de decisiones arquitectónicas clave:**

* *Laravel + React (Inertia):* Se eligió este stack para combinar la robustez de Laravel en backend (ecosistema maduro para manejo de datos, seguridad, autenticación, etc.) con la fluidez de React en el frontend, sin incurrir en la complejidad de mantener un API REST separado para la web. Inertia permite esa integración transparente[[20]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L9-L16). Esta decisión acelera el desarrollo (un solo proyecto unificado) y mejora la UX (SPA reactividad). La contrapartida es que acopla el frontend web al backend; sin embargo, se mitigó planificando una API separada para móvil. Para el alcance inicial dominado por interfaz web, fue una elección apropiada, favoreciendo la productividad y cohesión del equipo.
* *Microservicio de IA separado:* Decisión de separar la generación de descripciones en un servicio Python se tomó por varias razones:
* Aislar una funcionalidad que requiere un stack diferente (Python y posiblemente librerías de ML) para no contaminar el ambiente PHP ni sobrecargarlo.
* Permitir escalar esa parte independientemente, dado que podría ser computacionalmente intensiva[[8]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L40-L48).
* Mantener el código Laravel enfocado en la lógica de negocio estándar y delegar la experimentación con IA a su propio espacio.

Esto sigue el principio de *separación de preocupaciones*. Implica una ligera complejidad en la comunicación (llamadas HTTP internas), pero se consideró que los beneficios (flexibilidad de IA) son mayores. En el futuro, esta pieza puede evolucionar sin tocar el monolito principal, e incluso cambiar de tecnología (otro modelo de IA, etc.) sin más que modificar su API.

* *Monolito Modular vs Microservicios completos:* Se optó conscientemente por un monolito modular en esta versión, pese a vislumbrar microservicios en el futuro[[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191). Esto obedece al principio KISS (Keep It Simple) en fases iniciales: un monolito bien diseñado puede cubrir los requerimientos con menos sobrecarga de infraestructura. Dado el tamaño controlado de la aplicación y el equipo, un monolito facilita consistencia transaccional (una sola base de datos) y menor complejidad de despliegue. La modularidad interna (controladores por módulo, docs por módulo, etc.) es un punto medio que permite migrar a microservicios cuando escale, con relativamente menos refactorización porque ya las responsabilidades están separadas en cierto grado.
* *MySQL como base de datos:* Se eligió un RDBMS SQL tradicional por su fiabilidad y consistencia para datos estructurados de la aplicación (usuarios, publicaciones, etc.). MySQL 8 ofrece mejoras de rendimiento y soporte JSON si hiciera falta campos semiestructurados. Alternativas NoSQL no eran necesarias dado que la mayoría de datos encajan bien en modelo relacional (y se necesitan transacciones para cosas como adopción->mascota). MySQL también es familiar para la mayoría de devs y hosting, y escala verticalmente. Quizá un futuro componente como la comunidad con muchísimos posts podría moverse a otra solución, pero por ahora un solo MySQL mantiene todo simple y consistente.
* *Docker y portabilidad:* La containerización de componentes garantiza que el entorno sea reproducible. Al usar Docker para el microservicio (y potencialmente Laravel en local), se asegura que "funciona en mi máquina" sea equivalente a "funciona en el servidor". También sienta las bases para orquestar en la nube. Esta decisión reduce problemas de configuración, especialmente para la parte de IA que podría tener dependencias de ML complicadas: encapsularlo en Docker evita tener que instalarlas directamente en el servidor web.
* *Uso de tecnologías modernas (Tailwind, Laravel 12, PHP 8.2):* Indica la apuesta por aprovechar las últimas mejoras de rendimiento y características (Laravel 12 ofrece mejoras estructurales, PHP 8.2 es más rápido y tipado, etc.). TailwindCSS se eligió por eficiencia en maquetado y rendimiento (CSS optimizado, sin CSS no usado). TypeScript por la robustez que añade al front. Estas elecciones mejoran la calidad del producto y la mantenibilidad a largo plazo, a cambio de requerir cierta curva de aprendizaje, compensada con la mejora en DX y reducción de bugs (p.ej., TypeScript reduce errores típicos en JS).
* *Políticas de autorización y seguridad embebida:* Decisión de emplear Policies de Laravel para control de acceso en vez de lógica ad-hoc en controladores. Esto centraliza las reglas de negocio relacionadas a permisos, facilitando su mantenimiento. Similarmente, usar Form Requests para validación centralizada evita duplicación de lógica de validación en cada endpoint. Son decisiones de arquitectura de software internas que mejoran la **calidad** y seguridad sin cambiar la funcionalidad de cara al usuario.

En síntesis, la arquitectura de AdoptaFácil se basa en un **núcleo monolítico Laravel/React** robusto y bien estructurado, complementado por componentes externos (microservicio, APIs) para funciones específicas. Este diseño equilibra simplicidad y especialización, y está alineado con los requisitos delineados. Cada decisión técnica tomada responde a una necesidad del proyecto, sea facilitar la experiencia de usuario (SPA), manejar carga pesada (microservicio IA), mantener consistencia (monolito con DB única) o prepararse para crecer (Docker, modularización).

### Modelo de Datos Resumido

A fin de apoyar la comprensión de la lógica, presentamos un **resumen del modelo de datos relacional** empleado por AdoptaFácil (en la base MySQL). No incluimos un DER completo, pero sí las entidades principales y relaciones entre ellas:

* **Usuario** (users): tabla de usuarios del sistema. Atributos principales: id, nombre, email, password (hashed), rol (adoptante, refugio, etc.), email\_verified\_at, etc. Relaciones:
* Un Usuario puede tener varias Mascotas publicadas (relación 1:N con mascotas)[[89]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L134-L141).
* Un Usuario puede haber enviado varias Solicitudes de adopción (1:N con solicitudes)[[90]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L142-L145).
* Un Usuario puede crear múltiples Posts en la comunidad (1:N con posts).
* Un Usuario puede hacer múltiples Donaciones (1:N con donations).
* Un Usuario (si es refugio) puede recibir donaciones (1:N con donations filtrado por receptor).
* Un Usuario puede marcar favoritos (1:N con favoritos).
* Un Usuario (rol comercio) puede publicar múltiples Productos (1:N con products).
* **Mascota** (mascotas): representa una mascota en adopción. Atributos: id, nombre, especie, edad, sexo, tamaño, ubicación (ciudad/region), descripción (la generada por IA, editable), estado (disponible/adoptada), usuario\_id (FK al dueño/publicador). Relaciones:
* Una Mascota pertenece a un Usuario (dueño/refugio) (N:1).
* Una Mascota tiene múltiples Imágenes (mascota\_images)[[91]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L137-L141).
* Una Mascota puede recibir múltiples Solicitudes de adopción (1:N con solicitudes)[[92]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L140-L143).
* Podría estar asociada a Posts en la comunidad si se comparten (pero parece más que posts de comunidad son generales, no referencian directamente mascota).
* Podría tener favoritos (Usuario puede marcar Mascota como favorita, eso se guarda en la tabla favoritos con FK a mascota y FK a usuario)[[40]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L105-L111).
* **Imagen de Mascota** (mascota\_images): almacena referencias a archivos de imagen para una mascota. Atributos: id, mascota\_id (FK), url o path, posiblemente orden. Relaciones:
* Muchas Imágenes pertenecen a una Mascota (N:1).
* (Equivalente para **Imagen de Producto** en product\_images, similar estructura con FK a producto)[[39]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L103-L111).
* **Solicitud de Adopción** (solicitudes): representa una petición de un adoptante para una mascota. Atributos: id, mascota\_id (FK), usuario\_id (FK del adoptante), fecha\_solicitud, estado (pendiente, aceptada, rechazada, completada), posiblemente campos de formulario (experiencia con mascotas, etc., esos podrían guardarse en campos JSON o en una tabla separada de respuestas, dependiendo de la complejidad). Relaciones:
* Pertenece a un Usuario (el adoptante) (N:1)[[90]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L142-L145).
* Pertenece a una Mascota (N:1)[[92]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L140-L143).
* Podría tener un historial o comentarios, pero probablemente solo estado y fecha.
* **Post de Comunidad** (posts): una publicación en la red social. Atributos: id, usuario\_id (FK autor), contenido (texto, quizás con links), imagen (opcional, si permiten subir imagen en post), fecha. Relaciones:
* Un Post pertenece a un Usuario (autor) (N:1).
* Un Post puede tener múltiples Comentarios (1:N con comments)[[93]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L146-L148).
* Un Post puede tener múltiples Likes (1:N con post\_likes)[[93]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L146-L148).
* (Opcional: se podría vincular un post a una adopción o mascota para historias de éxito, pero no se explicitó; asumiremos posts independientes).
* **Comentario** (comments): comentario en un post. Atributos: id, post\_id (FK), usuario\_id (FK autor), texto, fecha. Relaciones:
* Pertenece a un Post (N:1)[[93]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L146-L148).
* Pertenece a un Usuario (autor) (N:1).
* **Like de Post** (post\_likes): indica que un usuario dio "me gusta" a un post. Atributos: id, post\_id, usuario\_id, fecha. Relaciones:
* Pertenece a un Post (N:1).
* Pertenece a un Usuario (N:1).
* (Se suele poner la combinación usuario-post única).
* **Favorito** (favoritos): marca que un usuario ha marcado una mascota como favorita. Atributos: id, usuario\_id, mascota\_id (o producto\_id, si reutilizan la tabla para ambos contextos). Relaciones:
* Pertenece a Usuario (N:1).
* Pertenece a Mascota (N:1)[[40]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L105-L111). *Nota:* Si quisieran favoritos de productos por igual, podrían tener campos tipo tipo o tablas separadas; no está clarificado, asumimos es solo para mascotas por ahora.
* **Producto** (products): item en el marketplace. Atributos: id, usuario\_id (FK vendedor), nombre, descripción, precio, stock, etc. Relaciones:
* Pertenece a un Usuario (comercio) (N:1).
* Tiene múltiples Imágenes (product\_images) (1:N)[[39]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L103-L111).
* Podría tener favoritos (posiblemente comparten la tabla favoritos con tipo, pero no se menciona; es secundario).
* **Donación** (donations): registro de una donación. Atributos: id, usuario\_id (FK donante), refugio\_id (FK beneficiario, null si es a la plataforma general), monto, moneda, fecha, estado (ej. pendiente, completado), transacción\_id (referencia de pago). Relaciones:
* Pertenece a un Usuario (donante) (N:1)[[94]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L100-L106).
* Pertenece a un Refugio/Usuario (beneficiario) (N:1) – asumimos refugios también son usuarios con rol específico, entonces donation podría referenciar user\_id en dos roles (donante y receptor). Otra opción es tener campo destinatario\_tipo (plataforma vs refugio) y refugio\_id para caso refugio, pero lo más simple es que si refugio, ese id lo apunten a user de rol refugio.
* **Refugio** (shelters): es posible que exista una tabla separada para datos de refugio (dirección, verificado, etc.) con FK a usuario. En la doc mencionan modelo Shelter[[95]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L106-L109). Si es así, un refugio tendría su perfil extendido en shelters con info adicional. Un Shelter se asocia 1:1 con un User que tiene rol refugio.
* **Otras tablas de soporte:**
* password\_resets, personal\_access\_tokens (de Laravel) para funcionalidad de reset pass y tokens API (Sanctum).
* failed\_jobs, jobs: si se usan colas para enviar correos o tareas asincrónicas.
* Tablas de configuración: por ejemplo, species (especies de mascotas) si no se codifican, o product\_categories.
* shared\_links: mencionan modelo SharedLink[[96]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L110-L112), posiblemente para generar enlaces públicos de ciertos contenidos (quizás un enlace público para ver la ficha de una mascota sin login). Sería tabla con token único y referencia al recurso compartido.

El modelo relacional ha sido diseñado para **representar fielmente las relaciones del mundo real** en el dominio de adopciones y comunidad. Se observa normalización adecuada (separando entidades como mascotas, solicitudes, comentarios, etc.) evitando redundancia. Las relaciones principales se ilustraron arriba y coinciden con lo esperado (por ejemplo, una mascota tiene muchas imágenes, un usuario muchas solicitudes)[[86]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L133-L141). Este diseño facilita realizar consultas conjuntas (e.g., ¿cuántas solicitudes tiene cada mascota? ¿cuántas mascotas tiene un refugio? etc.).

**Decisiones de diseño del modelo:** - Se decidió separar imágenes de mascotas y de productos en dos tablas dedicadas (mascota\_images, product\_images) en lugar de una tabla genérica de “imágenes” con un campo polimórfico. Esto simplifica algunas consultas y la gestión de rutas de almacenamiento (podrían guardarse en carpetas separadas por tipo). La penalización es duplicación de estructura, pero brinda independencia a futuro (por ejemplo, si se quiere agregar un campo solo relevante a imágenes de productos, no afecta las de mascotas). - Para favoritos se usó una tabla unificada favoritos en lugar de tablas por tipo de favorito. Esto asume que un favorito siempre es de un usuario a un recurso, y guardan el tipo de recurso o limitan funcionalmente a un tipo (por doc parece orientado a mascotas). Una tabla unificada facilita gestionar "todos mis favoritos" en un lugar. - No se implementó (por lo visto) un sistema de mensajería privada ni chat en v1.0 (aparte del chat global futuro). Si se agregara chat, implicaría nuevas tablas (mensajes, conversaciones) y quizás un microservicio separado. - Uso de IDs enteros autoincrementales como PKs en todas las tablas, y convenciones Laravel (timestamps, etc.) para consistencia. - Claves foráneas con cascadas adecuadas (por ejemplo, si un refugio es eliminado, sus mascotas podrían marcarse orphans o eliminarse; esto es de lógica de negocio). - Indices: asumiendo buenas prácticas, hay índices compuestos en likes y favoritos (por usuario+post para unicidad, etc.), índices en claves foráneas para acelerar joins, y en campos de búsqueda (por ej., podrían indexar mascotas.especie si la búsqueda por especie es frecuente, mascotas.created\_at si listan recientes, etc.).

Este modelo de datos sirve de base a las funcionalidades enumeradas en RF. Por ejemplo, para RF3 (Proceso de adopción): la creación de Solicitud genera un registro en solicitudes vinculando adoptante y mascota, y al aprobar se actualiza ese registro + la mascota. Para RF4 (Comunidad): la tabla posts, comments, likes implementan la red social básica. Para RF6 (Donaciones): la tabla donations recoge las transacciones.

En conclusión, la estructura de datos es **coherente y suficiente** para soportar los casos de uso actuales de AdoptaFácil. Es un modelo relacional clásico, que privilegia la integridad y sencillez de consultas. Cualquier expansión futura (nuevos tipos de entidades o relaciones más complejas) se puede añadir siguiendo la misma línea.

### Mecanismos de Seguridad Implementados

La arquitectura incorpora varias capas de seguridad para cumplir con RNF1 (Seguridad):

* **Autenticación y Autorización:**
* Laravel Breeze provee registro/login seguros, incluyendo hashing de contraseñas con bcrypt por defecto[[62]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L158-L161). Las sesiones de usuario se manejan mediante cookies HTTPOnly en Laravel (evitando accesos de script) y se protegen con token CSRF en formularios[[61]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L156-L159).
* El sistema aplica **verificación de email** obligatoria: los nuevos usuarios deben confirmar su correo antes de acceder a funcionalidades sensibles[[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71). Laravel handlea esto generando tokens de verificación y enviando correos automáticamente.
* Para autorización, se configuran **Policies** para recursos sensibles. Ej., existe MascotaPolicy que puede definir que solo el dueño o un admin puede editar o borrar una Mascota; SolicitudPolicy para que solo el dueño de la mascota o el solicitante vean cierta info; etc. Esto garantiza control de acceso a nivel objeto. Adicionalmente, middleware de roles se usan para rutas (por ej., rutas de administración solo para admin, rutas de publicar producto solo para comercio).
* Se puede asumir que también hay rate limiting en endpoints de login para prevenir brute force (Laravel throttle).
* Contraseñas olvidadas: laravel proporciona flujo de reset con token de un solo uso, que también está implementado (Breeze lo incluye).
* Opcional futuro: integrar 2FA para cuentas admin, pero no en v1.
* **Validación de Datos y Sanitización:**
* Cada formulario importante tiene una clase Form Request validando los campos (ej. StoreMascotaRequest, UpdateMascotaRequest, etc.)[[97]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L159). Esto previene entradas inválidas o maliciosas del lado servidor, incluso si un atacante saltara validaciones del frontend.
* Además, al imprimir datos, React por defecto escapa contenido (no inserta HTML a menos que se use dangerouslySetInnerHTML). En caso de que se necesite mostrar HTML (por ej. la descripción generada por IA podría contener emoticones o formato), se debe cuidar que la IA no genere nada ejecutable. Asumimos la IA genera texto plano emotivo, no código.
* Para campos de texto enriquecido que puedan contener HTML (no fue mencionado, pero si existieran, e.g. descripción del refugio con formato), se deberá sanitizar, quizás con una librería.
* Laravel también protege automáticamente contra SQL Injection usando query parametrizadas en Eloquent.
* Los parámetros en rutas (IDs) típicamente pasan por binding en Laravel, que trae 404 si no existe el recurso, evitando exposiciones innecesarias.
* **Comunicación Segura:** Se asume que en producción todo tráfico es sobre HTTPS (cifrado TLS). También la cookie de sesión se marcará como Secure y SameSite=Lax/Strict para mitigar CSRF en ciertos contextos.
* La interacción entre servidores (Laravel <-> microservicio IA) debería realizarse en una red interna segura; si tuviera que ser por internet, se protegería con VPN o al menos con un token API en la cabecera para autenticar la llamada. Mejor es que residan en la misma VPC en cloud.
* Las integraciones externas (MercadoPago, etc.) ya usan HTTPS por sus APIs.
* Los webhooks entrantes (ej. de MercadoPago) deben verificarse con las credenciales secretas para asegurarse de que vengan de la fuente legítima.
* **Protección de Datos Sensibles:**
* Las contraseñas nunca se almacenan en claro (bcrypt hash).
* Otros datos sensibles en BD: podrían cifrarse si fuera necesario (Laravel ofrece encriptación si se quiere guardar, p. ej., tokens).
* Archivos subidos: no contienen info ejecutable por sí, pero igualmente se restringe extensión en upload (no permitir .php).
* Claves API y secrets se guardan en .env, fuera del repo[[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278). En despliegue, se configuran en el servidor/ci secrets. Así, no quedan expuestas. Además, es recomendable rotar periódicamente esos secrets y no reutilizar en otros sistemas.
* **Registros y Monitoreo de Seguridad:**
* El sistema genera logs (laravel.log). Además, se definió un security.log para eventos de seguridad[[64]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L364-L370). Probablemente en este log se anota cada intento de login fallido, cada acceso denegado, etc. Esto permite auditoría.
* Podría enviarse correos de alerta al admin si hay patrones sospechosos (múltiples intentos fallidos, etc.) – esto no se mencionó pero es posible de implementar con listeners de eventos de login.
* **Gestión de Errores:**
* En producción, los errores no muestran detalles al usuario (APP\_DEBUG false). Cualquier excepción no manejada genera mensaje genérico y log interno, evitando filtrar información de la estructura interna.
* Manejo de errores en microservicio: se debe asegurar que si IA falla, no provoque caída del flujo. Probablemente devuelva código error y Laravel pondrá un mensaje genérico de "No se pudo generar la descripción, escriba una manualmente".
* Resiliencia: para garantizar seguridad en el sentido de disponibilidad, están los mecanismos de replicación, fallback, etc. Por ej, si BD se cae, la aplicación no puede hacer mucho; pero se puede tener un failover. Esas medidas de disponibilidad se planearán conforme la plataforma crezca.
* **Cumplimiento y privacidad:**
* El sistema maneja datos personales (nombres, emails, quizá direcciones de adoptantes/refugios, historias). Se debe cumplir normativa local (Ley 1581 de protección de datos en Colombia). Eso implica tener términos y condiciones, consentimiento de uso de datos, posibilidad de que usuarios eliminen su cuenta y datos (lo cual habría que implementar si no está).
* A nivel técnico, un admin debería poder eliminar/anonimizar datos de un usuario si lo solicita (GDPR style). Esto se facilita con cascadas en la BD (ej. borrar usuario => opcional borrar sus mascotas o reasignarlas a admin, etc., depende de política).
* **Perfil de Seguridad del Microservicio IA:**
* Debe validarse que las entradas enviadas a IA no generen comportamientos inesperados (ej., un actor malicioso podría intentar inyectar comandos en la prompt? improbable, pero se debe sanitizar input enviado).
* Si se usan modelos locales, asegurarse de aplicar restricciones de contenido si fuera necesario (no generar lenguaje inapropiado).
* Si se usan APIs, los keys están en .env del microservicio, protegidos.

Con todo lo anterior, se evidencia que la arquitectura cumple con altos estándares de seguridad de aplicación web, alineándose con OWASP Top 10 en prevención de riesgos comunes.

### Mecanismos de Escalabilidad y Rendimiento

Para cumplir RNF3 y RNF4, la arquitectura incorpora los siguientes mecanismos de rendimiento y escalabilidad (además de las consideraciones de diseño ya explicadas):

* **Caché de Aplicación:** Laravel soporta caching transparente de datos. En AdoptaFácil se ha implementado cache para estadísticas frecuentes en el Dashboard[[66]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L168) y potencialmente para otros elementos (por ej, cache de la lista de categorías de productos, etc.). Usando Redis o archivos, se almacena el resultado de consultas costosas para servirlas rápidamente en siguientes solicitudes. Esto reduce carga en BD. En producción, se recomienda usar Redis como store de cache central para ser compartido entre múltiples instancias. También podría cachearse páginas completas de contenido público (como la landing de mascotas) durante breve tiempo, si se quisiera manejar grandes volúmenes de tráfico anónimo.
* **Optimización de Consultas y Eloquent:** Los desarrolladores han cuidado las consultas Eloquent para no hacer fetch innecesarios. Por ejemplo, al cargar detalles de mascota, seguramente usan Mascota::with('imagenes', 'dueno') para traer las imágenes relacionadas y datos del dueño en una sola consulta en lugar de N consultas separadas. También se utiliza paginación para limitar la cantidad de registros en memoria. En caso de necesitar consultas muy complejas, pueden usarse índices o realizar consultas SQL optimizadas manualmente (query builder con select específicos). El sistema de logging de Laravel puede estar configurado para detectar queries lentas y optimizarlas iterativamente.
* **CDN y static content offloading:** Al servir imágenes y archivos desde un CDN en producción[[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343), los requests de contenido pesado no llegan al servidor web principal, liberándolo para atender lógica de negocio. Además, esto reduce la latencia para usuarios geográficamente distantes del servidor central.
* **Compresión y Minimización:** Los assets front-end (JS, CSS) se generan minimizados (via Webpack/Vite in Laravel Mix). Laravel también puede comprimir respuestas (si está tras Nginx con gzip/br). Las respuestas JSON pueden ser relativamente pequeñas con paginación. Las imágenes subidas son reducidas de tamaño (resolución/compresión) en el momento de upload[[67]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L169), evitando transferir archivos enormes.
* **Capacidad de Escalado Horizontal:** Como se describió en la vista de despliegue, se pueden agregar instancias adicionales del servidor Laravel detrás de un balanceador para repartir la carga. Dado que no hay estado en memoria que no se pueda reproducir (sesiones en cookie/Redis, archivos compartidos en S3, etc.), cualquier instancia puede atender cualquier request. El microservicio de IA igualmente puede instanciarse en paralelo si un nodo no basta. Por ejemplo, un pool de 3 containers FastAPI detrás de un proxy round-robin. Esto es transparente para Laravel, que solo conoce la URL del proxy del servicio.
* **Jobs asíncronos:** Preparado para que ciertas tareas se ejecuten en segundo plano. Actualmente los comandos Artisan personalizados sugieren ejecución periódica (cronjobs) para cosas como limpiar datos viejos, recalcular stats, procesar donaciones pendientes, enviar notificaciones masivas[[68]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L350-L359). Probablemente la arquitectura usa colas (ej. un queue worker escuchando jobs de email). Si no está aún, es recomendable poner envíos de correo y llamadas a API externas en colas. Laravel permite lanzar workers escalables (p. ej. 5 workers en paralelo procesando jobs en Redis). Esto mejora throughput para tareas fuera de la ruta crítica de respuesta al usuario.
* **Uso eficiente de recursos del servidor:** PHP 8.2 trae mejoras de performance y menor consumo. React sólo se carga una vez como SPA y luego navega internamente, reduciendo solicitudes al servidor. El microservicio en Python puede ser más demandante si carga modelos de IA grandes en RAM, pero esa carga no afecta a Laravel. Se puede dimensionar la máquina que corre IA con más memoria sin tener que escalar la de Laravel, y viceversa.
* **Estrategia de Escalamiento Progresivo:** Inicialmente, quizás un solo servidor mediano corre todo (app+db). Con crecimiento:
* Separar BD a un servidor propio más potente (escala vertical).
* Introducir Redis para sesiones/cache si la carga de usuarios concurrentes sube (evita saturar BD para sesiones).
* Escalar horizontal app (múltiples instancias) y añadir Redis/cluster para cache compartido.
* Escalar microservicio IA en instancias separadas.
* Si comunidad genera mucho tráfico de lectura, añadir replicación MySQL para consultas de feed.
* Eventualmente, separar microservicios y bases de datos por dominio (v2.0), pero solo cuando la monolito optimizado llegue a su límite práctico.

Esta estrategia permite aplazar complejidades hasta que realmente se requieran, al mismo tiempo que la arquitectura actual ya deja muchos caminos abiertos para hacerlo (gracias a la modularidad y la contenedorización).

* **Pruebas de carga y tuning:** Como parte de mantenimiento, se deberán hacer pruebas de carga escalables (mediante JMeter, Locust, etc.) para identificar cuántos usuarios concurrentes soporta una instancia, y así planificar cuándo agregar otra. Igualmente, el monitoreo en vivo informará sobre CPU/RAM/DB usage, y se podrá ajustar configuraciones como tamaño de pool de DB, parámetros de GC de PHP, etc., para rendimiento óptimo.

En general, con los mecanismos implementados (cacheo, lazy load, etc.)[[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169) y la posibilidad de escalar con contenedores, AdoptaFácil está preparado para **ofrecer buen rendimiento bajo demanda creciente**. Esto cumple con los requisitos no funcionales al respecto, garantizando que la experiencia de usuario se mantenga ágil y que el sistema pueda acomodar un aumento en la carga con recursos adicionales en lugar de re-arquitectura.

### Decisiones de Diseño y Patrones Significativos

En esta sección final del DEA, resumimos algunas decisiones arquitectónicas importantes ya insinuadas y su razonamiento, para dejar constancia:

* **Elección de Frameworks (Laravel & React):** Se decidió utilizar frameworks de amplio uso para reducir riesgos y acelerar el desarrollo. Laravel brinda una estructura sólida, con muchas funcionalidades preconstruidas (auth, mailing, ORM, colas) y un ecosistema maduro que encaja con los requisitos (por ejemplo, Policies para la seguridad granular, Dusk para testing UI, etc.). React por su parte permite crear una interfaz dinámica y moderna, necesaria para la experiencia tipo red social y SPA esperada por los usuarios. La integración mediante Inertia evita duplicar lógica de vistas en blade y en React (se centraliza en React) y elimina la latencia de una SPA clásica que tendría que consultar APIs por separado para cada vista inicial. Esto se ajusta bien al dominio de AdoptaFácil donde la interactividad en tiempo real (p. ej. marcar favorito instantáneamente) mejora la usabilidad.
* **Arquitectura Modular vs. Domain Driven Design:** Si bien no se implementó una separación en contextos completamente aislados (bounded contexts estrictos), la arquitectura es modular. Cada módulo (mascotas, comunidad, etc.) tiene sus propios controladores, modelos y vistas, lo cual sigue en parte el espíritu de Domain-Driven Design en cuanto a agrupar comportamientos relacionados. No obstante, las entidades están conectadas en la misma base de datos, lo que es práctico en esta etapa. La decisión fue no introducir separación artificial (p.ej. microservicio por cada módulo) antes de tiempo, para mantener transacciones ACID sencillas y desarrollo más simple. En un futuro, se reevaluará y migrará a DDD real con microservicios cuando la carga y el equipo lo justifiquen.
* **Uso de Microservicio para IA en lugar de Librería local:** Se pudo haber optado por ejecutar la generación de texto dentro del propio Laravel usando algún API de OpenAI directamente. Sin embargo, se decidió encapsularlo en un servicio dedicado. Ventajas consideradas:
* Posibilidad de usar modelos locales (no depender 100% de terceros) que requieren Python/CPU intensiva, aislando ese runtime de PHP.
* Escalabilidad independiente: si la generación de descripciones se vuelve popular o costosa, se le asignan recursos dedicados sin impactar el servidor web.
* Despliegue flexible: se puede actualizar o reiniciar el servicio de IA sin afectar al sitio principal.
* Equipo especializado: si en el futuro un equipo de data science trabaja en las IA, puede hacerlo en este repositorio/servicio sin tocar el core de aplicación.

La contrapartida es la complejidad de orquestación, pero mitigada con Docker. Fue un trade-off hacia la escalabilidad y flexibilidad tecnológica.

* **Integración de Pasarela de Pago vs Desarrollo propio:** En lugar de desarrollar un sistema de pagos nativo (muy complejo por regulaciones), se integró un SDK existente (MercadoPago) que cubre pagos locales. Esta decisión reduce el time-to-market y transfiere la carga de seguridad de pagos al proveedor (que maneja PCI DSS, etc.). A cambio, hay que lidiar con la latencia de red y la complejidad de webhooks, pero es un compromiso estándar en aplicaciones que manejan pagos. Así se cumple RF6 de manera confiable.
* **Estrategia de DevOps (CI/CD):** Se decidió implementar integración continua tempranamente (pipelines en GitHub Actions) para mantener la calidad, y contemplar despliegue automatizado. Esto muestra un enfoque moderno de DevOps, evitando los despliegues manuales propensos a error. La presencia de tests permitió que valga la pena configurarlo. Esto no afecta a usuarios directamente, pero sí la agilidad del proyecto.
* **Elección de patrones de diseño internos:** Algunos patrones menores usados:
* Repository/Service pattern: Laravel usa repos implícitos (Modelos). Podría haberse implementado repositorios separados, pero se consideró que Eloquent es suficiente. No se añadieron capas innecesarias; se utiliza el patrón ActiveRecord nativo de Laravel.
* Notificación por eventos: se hace uso del sistema de eventos de Laravel (por ejemplo, evento SolicitudAprobada que dispara un Listener para enviar correo). Esto desacopla la lógica de notificación de la de negocio.
* Form Request (Command pattern): en vez de validar en controlador, se externaliza la validación a clases, una forma del Command pattern que encapsula la validación + autorización por cada caso de uso.
* Factory y Seeder: para testing, se usan factories (Laravel ORM) que implementan patrón Factory para generar datos falsos, útil en tests y seeds[[98]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L200-L203).
* Adapter/Facade: integración con servicios externos mediante SDKs (MercadoPago, etc.) se hace a través de clases de librería que actúan como adaptadores al API HTTP subyacente, facilitando su uso.
* **Compromisos asumidos y deuda técnica consciente:** Actualmente, algunas simplificaciones fueron tomadas con miras a refinar después:
* Se permite que todos los módulos compartan la misma base de datos (fuerte acoplamiento de datos) para facilitar queries conjuntas. Esto, si bien cumple ahora, podría complicar aislar servicios luego. Es una deuda técnica aceptada en favor de rapidez. Será abordada en la migración a microservicios (p.ej. implementando mecanismos de sincronización de datos o extrayendo un servicio de usuarios central).
* El uso de un solo servicio de mensajes (notificaciones por email) quizás no cubre todos los canales deseables (push, SMS). De momento se priorizó email por facilidad. Más adelante se añadirá una capa de notificaciones multi-canal.
* La búsqueda y filtrado se implementó con SQL básico. Para el tamaño actual, está bien. Pero se sabe que si los datos crecen mucho, se podría necesitar ElasticSearch u otro. Esta mejora se dejó fuera del MVP para evitar complejidad prematura, considerándose parte de escalamiento futuro.
* La ausencia de multi-idioma: por ahora todo está en español, lo cual para el mercado objetivo inicial es correcto, pero si la visión es más grande, habría que refactorizar textos. Se aceptó esta limitación para lanzar más rápido localmente.

### Conclusiones

La arquitectura de AdoptaFácil, tal como se ha presentado, **cumple con los requisitos del sistema** y ofrece una base sólida para futuras evoluciones. Se caracteriza por ser: - **Clara y modular:** con separación por dominios y componentes distintos (web vs IA)[[4]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L24-L32). - **Construida sobre tecnologías probadas:** que aportan seguridad, escalabilidad y una comunidad de soporte. - **Balanceada entre simplicidad y preparación para el crecimiento:** no complica innecesariamente hoy, pero deja vías definidas para adaptarse mañana (caching, Docker, microservicios planificados). - **Orientada al usuario final:** con decisiones enfocadas en brindar una experiencia rápida, amigable (SPA, responsive) y confiable.

En el futuro inmediato, la arquitectura permitirá integrar fácilmente las funciones en desarrollo (API móvil, chat, notificaciones real-time) sin reestructuraciones drásticas, ya que fue prevista esa ampliación en el diseño[[76]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L179-L185). A más largo plazo, cuando el volumen lo demande, la transición a un ecosistema de servicios más distribuido se podrá hacer de forma incremental apoyándose en la modularidad existente y los estándares adoptados.

Este documento de arquitectura deberá mantenerse actualizado conforme el sistema evolucione (por ejemplo, cuando se implemente la versión 2.0 microservicios completos, será necesario revisarlo para reflejar los nuevos contextos, mecanismos de comunicación, etc.). Por ahora, proporciona al equipo y stakeholders una **visión única y compartida** de cómo está construido AdoptaFácil y por qué de esa manera, sirviendo de referencia para tomar decisiones coherentes y alinear el crecimiento del proyecto con sus objetivos originales de facilitar la adopción de mascotas de forma segura, escalable y efectiva.

**Referencias:** Documentación técnica interna del proyecto AdoptaFácil[[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161)[[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169)[[29]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L153-L159), especificaciones de requerimientos del proyecto, estándares de Laravel y mejores prácticas de arquitectura (IEEE 42010).

[[1]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L3-L6) [[2]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L55-L64) [[3]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L86-L94) [[4]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L24-L32) [[5]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L34-L39) [[6]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L73) [[7]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L79-L86) [[8]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L40-L48) [[9]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L46-L50) [[10]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L48-L51) [[13]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L304-L313) [[14]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L304-L312) [[16]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L310-L315) [[22]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L65-L71) [[23]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L57-L64) [[24]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L72-L78) [[25]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L79-L85) [[26]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L100-L106) [[27]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L93-L101) [[29]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L153-L159) [[32]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L188-L191) [[58]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L169-L177) [[59]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L355-L362) [[69]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L179-L184) [[74]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L331-L338) [[75]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L341-L345) [[76]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L179-L185) [[77]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L9-L17) [[78]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L59-L64) [[79]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L80-L83) [[81]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L82-L85) [[82]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md#L44-L50) ADOPTAFACIL\_GENERAL.md

<https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/ADOPTAFACIL_GENERAL.md>

[[11]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L22-L25) [[12]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L178-L185) [[15]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L188-L196) [[17]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L40) [[18]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L92-L100) [[19]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L194-L200) [[20]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L9-L16) [[21]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L210-L218) [[28]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L134-L142) [[30]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L23-L26) [[31]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L170-L176) [[33]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L190-L199) [[34]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L316) [[35]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L311-L315) [[36]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L214-L222) [[37]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L33-L41) [[38]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L383-L391) [[39]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L103-L111) [[40]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L105-L111) [[41]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L204-L212) [[42]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L222-L226) [[43]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L289-L297) [[44]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L298-L305) [[48]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L322-L326) [[49]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L270-L278) [[50]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L322-L329) [[51]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L330-L338) [[52]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L337-L343) [[53]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L343) [[54]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L339-L342) [[55]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L340-L343) [[56]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L291-L295) [[57]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L300-L306) [[60]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L161) [[61]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L156-L159) [[62]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L158-L161) [[64]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L364-L370) [[65]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L162-L169) [[66]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L168) [[67]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L164-L169) [[68]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L350-L359) [[70]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L278-L283) [[72]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L46-L49) [[80]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L108-L111) [[84]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L170-L178) [[85]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L348-L356) [[86]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L133-L141) [[87]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L70-L78) [[88]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L160-L168) [[89]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L134-L141) [[90]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L142-L145) [[91]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L137-L141) [[92]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L140-L143) [[93]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L146-L148) [[94]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L100-L106) [[95]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L106-L109) [[96]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L110-L112) [[97]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L154-L159) [[98]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md#L200-L203) TECNICO.md

<https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/docs/TECNICO.md>

[[45]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L24-L33) [[46]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L38-L47) [[47]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L38-L45) [[71]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L13-L21) [[73]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L40-L48) [[83]](https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx#L106-L114) login.tsx

<https://github.com/Beto18v/AdoptaFacil/blob/d000668730ddbf3cc9e00fd08ddad4db77459910/laravel12-react/resources/js/pages/auth/login.tsx>

[[63]](https://packagist.org/packages/mercadopago/sdk#:~:text=mercadopago%2Fsdk%20,abandoned%20and%20no%20longer%20maintained) mercadopago/sdk - Packagist

<https://packagist.org/packages/mercadopago/sdk>